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Abstract

Current vectorizers and parallelizers all concentrate on transforming innermost do loops
into vector or parallel loops; we present techniques for parallelizing nested do loops as
well as blocks of code that are more general than the iterations of do loops. These
techniques are based on a new representation for sequential programs, the constrained
forward control dependence graph.

We generate nested parallelism in the form of parallel loops (doall) and parallel
blocks (cobegin/coend). Our code generation incorporates an optimization, privatiza-
tion, that improves the parallelism that we can achieve. Working off of the constrained
forward control dependence graph, we present algorithrns to insert some explicit syn-
chronization, perform privatization, and generace parallel code.
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Chapter 1

Introduction

As computers have steadily become smaller and faster, they have been used to solve
ever larger problems. However, device sizes and speeds are already approaching physical
limits, and there are still many problems that today’s fastest computers cannot begin
to solve in reasonable amounts of time. The obvious way to continue increasing the
speed of computers is to “divide and conquer” problems with multiple CPUs. Many
commercially available computers already have multi-CPU architectures, such as IBM’s
3090, Alliant’s FX-8, and Thinking Machines’ Connection Machine. To make full use
of the extra processing power in these machines, we need io develop parallel software.
Several research groups are building vectorizing or parallelizing compilers, which
convert sequential language programs into vector or parallel language programs. This
thesis deals with work on the PTRAN parallelizing system at TBM’s T.J. Watson
| Research Center [ABCC87|; related projects include Parafrase I and II at the University
of Illinois [KKLW80] and PFC at Rice University [AK87|.
’ Several important reasons for working on such systems exist. A large base of sofl-
ware already exists, and it would be infeasible to discard it and write new software: we
must be able to convert sequential software to run on parallel machines. Experience
in building and using parallelizers should also be uszful in developing solutions to sev-

eral problems in paralle! programming. Parallelizers may help in developing parallel
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program debuggers or verifiers; debugging non-deterministic parallel programs is still
an incredibly difficult task — perhaps the most serious problem in using parallel lan-
guages. Future parallel programming languages should ideally be portable, yet efficient
on different parallel architectures; compilers will have to perform program restructuring
to make this possible.

PTRAN, Parafrase, and PFC are “source-to-source” compilers: they translate high-
level sequential languages into high-level parallel languages. PTRAN currently converts
VS FORTRAN programs into Parallel Fortran programs [IBM88]. This approach has
a major advantage over compiling to machine code: a PTRAN user can “hand-tune”
the output program that PTRAN produces, if he possesses some knowledge about the
input program that PTRAN cannot deduce.

Our work in the PTRAN system allows us to generate more parallelism than other
systems; current vectorizers and parallelizers all concentrate on transforming inner-
most do loops into vector or parallel loops. Our program representation allows us to
parallelize nested do loops, as well as blocks of code that are more general than the
iterations of do loops. We generate nested parallelism; each parallel process can itself
coniain paralle! processes.

Although the PTRAN system currently transforms only VS FORTRAN programs,
our techniques for parallelization can be applied to most imperative programming lan-
guages. For the sake of exposition, we shall assume that we have abstract input and

output languages as described in the following two sections.

1.1 Input language

Our input language {a sequential language) has only a single looping construct, do
loops (similar to Fortran 1o loops). We use an if-then-else statement for conditional
execution; multiway branches would not add any power to our language. We allow the

presence of unconditional goto statements and return statements, as long as they are
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used in a structured manner (defined in Section 2.1). A block of code is bracketed by
begin and end statements. Variables can be either numbers (integers, reals, etc.) or
arrays of numbers, and expressions include standard arithmetic operations as well as

procedure calls.

1.2 OQutput language

Our output language (an explicitly parallel language) is a parallel extension of our
input language. The first extension that we provide is the doall construct, which
allows us to write parallel loops. A doall loop has the same form as a do loop, but all
of its iterations can be run in parallel. Within a doall loop, we will assume that each
iteration of the loop effectively receives its own copy of the loop’s induction variable.
The other language extension is the cobegin/coend construct, which allows us to
schedule blocks of statements to run in parallel [AS83]. Each statement or begin/end
block contained directly within a cobegin/coend block can be executed in parallel; we

call such a begin/end block a parallel block.

1.2.1 Private variables

Our output language has a private statement that can be used to specify the gener-
ation of private instances of variables within the iterations of a doall locp or within
a parallel block {IBM88]. Adding private statements is similar to renaming [CF87b],
but it does not change the variable names in the source program.

When used within a parallel loop, all private statements must immediately follow
the doall statement; when used within a parallel block, all private statements must
immediately follow the begin statement that opens the parallel block. Only non-array
variables may be private within a parallel loop; both array and non-array variables
may be private within a parallel block. A private statement specifies a variable name

and the optional keyword copyout; copyout means that the value of the private copy
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(5) doall i =1 ton

(S7) private x copyout
(Ss) cobegin

(S4) begin

(Ss) x =3 *i
(56) y(i) = 4 + x
(S7) end

(Ss) begin

(Sy) private x copyout
(S10) x=3x*1i
(S11) z(i) = 6 - x
(S12) end

(S13) coend

(S14) end doall
(S15) y=6x*x-3

Figure 1-1: Output language example

of the variable is “copied out” to the surrounding scope’s copy of the variable when
the cobegin/coend block or doall loop finishes executing. For doall loops, the last
iteration’s private copy is the one whose value is copied out.

When the copyout keyword is used with a non-array variable, the value of the
variable is copied out; if the copyout keyword is used with an array variable, only
the elements of the array that are modified in the parallel block are copied out. For a
given memory location in a cobegin/coend block, only one parallel block can have that
variable specified as copyout; the actual copying occurs when the entire cobegin/coend
block finishes exectuting. We assume that iteration variables within doall loops never
require private statements.

Figure 1-1 illustrates the use of the private statement. S; specifies that x in Sg
and Sg effectively refers to an iteration-private copy of x. Each iteration can be run
in parallel, since no two iterations refer to the same storage location. The copyout

keyword in S; specifies that the value of the last iteration’s copy of x (the copy of the
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iteration where i = n) is copied into the “global” copy of x, which is the copy that S5
references.

The references to x in S;g and S;; do not refer to the iteration-private copies of x; Sy
specifies that when the begin/end block from Sg to S), is entered, the block effectively
receives its own copy of x. This block can run in parallel with the other begin/end
block in the loop, since the two blocks do not refer to the same storage. The copyout
keyword in Sy specifies that when the cobegin/coend block ends, the value of the copy
of x within the second begin/end block is copied into the iteration-private copy of x;
this ensures that the last iteration’s copy has the correct value when it gets copied out
to the global copy.

Making variables private statements allows us to increase the parallelism that we
can generate: we can run blocks of code (or the iterations of a loop) in parallel if they
do not refer to the same storage location. We call the process of making variables
private privatization; in Section 4.1, we give an algorithm to perform privatization

[BCFHS7).

1.2.2 Semaphores

Our output language has three semaphore statements that allow us to insert explicit
synchrorization: semaphore, wait, and signal. The semaphore statement is used to
declare binary semaphores; wait and signal are the standard semaphore operations
(P and V) [AS83]. Given the sequential program in Figure 1-2(a) as input, we could
generate the parallel program in Figure 1-2(b) as output. Since we have inserted wait
and signal statements that refer to the semaphore 81, the two if blocks can be run in

parallel. In Section 4.2, we show how to insert explicit synchronization in our programs.
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(Sy)
(S,)
(Ss)
(Sy)
(Ss)
(Se)
(Sy)
(Sg)
(Sy)
(S1e)
(S11)
(S12)

(513)

(51)

(52)
(Ss)
(Sy)
(Ss)

(Se)
(S7)

(Ss)
(Sy)
(S10)
(S11)

(512)
(513)

y=25
if p-
then begin
x =4
y=bx*xx+3
z=86+x*b
end
if q
then begin
a =20
b=30-¢ *a
c =48 * y
end
Figure 1-2(a): Inpu’ program
y=5
cobegin
semaphore sl
if p
then begin
x =4
y=5x*x+3
signal sl
z=6+x=*5b
end
else signal si
if q
then begin
a = 20
b=30-5 *a
wait sl
c =48 * y
end
coend

Figure 1-2(b): Output program

Figure 1-2: Semaphore example
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1.3 Summary

This thesis presents a ﬁew representation for sequential programs, the constrained for-
ward control dependence graph, from which it is straightforward to generate parallel
code. We use control dependence and data dependence information to compute the
constrained forward control dependence graph: control dependences describe syntactic
constraints on parallelism, while data dependences describe semantic constraints. In
addition, we present two algorithms that utilize the constrained forward control depen-
dence graph: an algorithm to perform privatization, and an algorithm to add explicit
synchronization.

Figure 1-3 illustrates the types of transformations that we want to perform: given
the sequential program in Figure 1-3(a) as input, we want to generate the parallel
program in Figure 1-3(b) as output. Since the first two do loops in Figure 1-3(a)
initialize two separate arrays, we can run them in parallel with each other. Since each
iteration of these two loops writes to different elements of X and Y, respectively, we can
run the iterations of each loop in parallel. Since each statement within these loops also
writes to different elements of X and Y, they also can be run in parallel. However, since
the final do loop uses the values of X and Y that are set in the first two loops, it cannot
be executed until the first two loops both finish.! When the final do loop does execute,
all of its iterations can be run in parallel, since they all write to different elements of Z.

Our parallelization techniques are described for single procedures (or programs);
however, they work in an interprocedural setting as well, since code can still be gener-
ated on a procedure-by-prciedure basis. Interprocedural data flow analysis is necessary
to generate good parallel code; without it, worst-case assumptions about data depen-
dence must be made about procedure calls.

In Chapter 2, we describe the program analyses that we need to compute the con-

1We schedule all parallelism at compile-time; a dataflow machine could begin to execute the final do
loop before the other two loops finish, as could a pipelined machine. The addition of explicit synchro-
nization could also allow more parallelism.
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(51)
(S2)
(S3)
(S9)
(Ss)
(Se)
(S7)
(Ss)
(Sp)
(S10)
(811)

(S1)

(S2)
(Ss)

(S4)
(Ss)

(Se)
(S1)

(Sg)
(Se)

(S10)
(S11)

doi=1¢%ton

X(2%i) =1 + b
X(2*%i+1) = 3 * i
end do
do j =1ton
Y(2%i) =1 - 4
Y(2*i+1) = 1 % i
end do

dok=2to2%*n+1
Z(1) = X(1) + Y(i)
end do

Figure 1-3(a): Input program

cobegin
doall i =1 ton
cobegin
X(2*i) = i
X(2+i+1) =
coend
end doall
doall j =1 ton
cobegin
Y(2*1) =
Y(2%i+1)
coend
end doall
coend
doall k=1 to 2 *n + 1
Z(1) = X(i) + Y(i)
end doall

[
w +
* O
[

[
Mo
* >
[

Figure 1-3(b): Output program

Figure 1-3: Parallelization example

17



strained forward contro} dupendence graph; in Chapter 3, we describe the constrained
forward control dependence graph; and in Chapter 4, we present algorithms to perform
privatization, to insert .explicit synchronization, and to generate parallel code from our
representation. The new work in this thesis is the material described in Chapters 3

and 4.
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Chapter 2

Program analyses

This chapter describes the compiler analyses required to construct our program repre-

sentation.

2.1 Control flow

Definition 1 A control flow graph Gy(P) = (Ny(P),E;(P)) of a program P is a
directed graph, where the set of nodes N;(P) contains two distinguished nodes Entry
and Ezit, the set Ny(P) — {Entry, Ezit} is isomorphic to the statements of P, and
the set of edges E;(P) corresponds to the possible flow of control within P [ASUS86].
We assume that all programs are single-entry and single-exit without loss of generality

[HecT7].

Figure 2-2 contains the control flow graph for the program in Figure 2-1; it illustrates
the form of the control flow subgraph for a do loop. The do statement branches around
the body of the loop because it represents the initial test of the iteration variable
against the loop bounds. The end do statement represents an “increment and test”
statement, which branches to the “header” of the loop when the iteration variable is

less than the upper loop bound.
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(Sl) if P

(Sz) then do 1 =1 ton
(Sa) if q

(S4) then begin
(Ss) a =10 + i
(Ss) X(i) =6 - i
(57) end

(Ss) Y(i) =4 % 1

(S9) Z(i) = X(1-1) + b
(S10) end do

(S1u) else begin

(512) a=4

(513) b=3%a

(S14) end

Figure 2-1: Sample program

A node n dominates a node m if all paths from Entry to m in G¢(P) contain n; n
post-dominates m if all paths from m to Ezit in G;(P) contain n. A node n properly
post-dominates a node m if n post-dominates m and n # m [Hec77]; the smmediate
post-dominator of a node m is the proper post-dominator n of m such that every proper
post-dominator of m post-dominates n.

Proper post-domination specifies how we can schedule statements to execute. In
the control flow graph in Figure 2-2, S)¢ properly post-dominates all of the statements
in the set {Ss,S4,...,S0}; if any of those statements execute, Syo will be executed
later. We will schedule a statement n to run in parallel with another statement m
only if n properly post-dominates m; since n will execute each time m executes, we are
guaranteed to accomplish some work in parallel.

Our assumption that all loops are do loops results in a loss of generality. However,
many non-do loops formed from goto and if-then-else statements can be converted
into do loops by performing induction variable analysis [Lep.85]. The parallelization of

arbitrary while or until loops is beyond the scope of this thesis.
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PN
Stz
Ss
Se
s-,\ e
Ss
So
N o
\\ /

Figure 2-2: Controi flow graph of program in Figure 2-1
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We assume that every program is structured [LM77,Mil82,BJ66|. Structured pro-
grams are a class of programs whose control flow graphs can be generated from a family
of simple graph grammars whose productions represent sequencing, conditionals, and
looping; Figure 2-3 contains a graph grammar that can generate our programs. Any
non-structured program is equivalent to some structured program, so the assumption
of structuredness loses no generality.

The property of being structured implies a property called reducsbslsty; if a program
P is reducible, any strongly-connected region (i.e. loop) in G;(P) contains a single
node (called the header of the region) that dominates all of the nodes in the region,
which means that the header is the first node executed in the region [ASU86|. Since
any irreducible program can be transformed into a reducible program via node splitting,
the assumption of reducibility alone also loses no generality [Hec77].

We define an edge e € E;(P) to be a back edge of G¢(P) if its head dominates its
tail in G;(P).! Reducibility is a useful assumption because the non-back edges in a

reducible control flow graph form a DAG (directed acyclic graph) [ASUS6|.

2.2 Control dependence

We use a form of control dependence to represent the parallelism that we can extract
from a program [Ban79,FOW87|. Several algorithms for computing the control depen-

dence relation are known [CF87a,FOWS87].

Definition 2 Given a control flow graph G;(P), a node m is control dependent upon
a node n via a control flow edge e; (alternatively, n controls m via e;) if all of the

following conditions hold:

o There exists a path from n to m in G;(P).

e m does not properly post-dominate n in G;(P).

1The head of an edge ¢ = (m,n) is n; the tail is m.
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Entry —. -+ FEzit

Figure 2-3: Graph grammar for structured programs
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¢ m post-dominates n' in G;(P), where e; = (n,n') € E;(P).

If a node n controls a node m via a control flow edge e/, then exiting n on e 7 will
always result in m executing; exiting n on another edge may or may not result in m
executing. In other words, whether m executes depends on whether the flow of control
leaves n via ey.

We define a control dependence graph G.(G;) = (N.(Gy), E.(Gy)), where N,(G;) =
Ny. The edges in the set E, are labeled edges, where a labeled edge e, = ((rn,m), /)
is in E¢(Gy) if and only if n controls m via edge e; in G;. A node with children in a
control dependence graph is a decision point where a choice between control flow edges
will be taken.

The control dependence graph for the program in Figure 2-1 (page 20) is shown in
Figure 2-4; the labels of the control dependence edges are omitted for clarity. Assume
that the edges of the control flow graph in Figure 2-2 are named as follows: e, = (51, S2),
es = (S1,81), ec = (S, Ss), €a = (Ss,54), and e, = (S10,S3). The labels of the control
dependence edges in Figure 2-4 are:

¢ The label of the edge (.51,5,) is e,, and the labels of the edges (51,511)
(81,512), (51,513), and (S1,514) are e;.

e The labels of the edges (S,53), (S2,58), (S2,9), and (S2,10) are e..

o The labels of the edges (Ss,S,), (Ss,55), (S3,5), and (Ss,S7) are eg.

e The labels of the edges (S10,53), (510,55), (S10,5%), and (S0,510) are e,.
Lemma 1 If there exist two distinct nodes mq and m, that are both control dependent
upon the same node n via the same control flow edge ¢, then exactly one of the following

is true:

e my properly post-domiriates m;.

e m, properly post-dominates m,.
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Eniry S, it

Figure 2-4: Control dependence graph of program in Figure 2-1
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Proof: By the definition of control dependence, both my and m; post-dominate the

head of e;.

The control dependence graph represents constraints on the parallelism that we can
extract from a program. If a node m is controlled by a node n, we cannot run m in
parallel with n, since whether m executes depends on how the flow of control leaves
n. However, by Lemma 1, we can possibly execute two nodes in parallel if they are
siblings in the control dependence graph: if two nodes m and m' are both controlled
by n via ey, both will always be executed if we exit n via e;. In addition, if m and m/
both have childrcn in the control dependence graph, we can possibly schedule the two
groups of children to run in parallel with each other. |

The control dependence graph in Figure 2-4 specifies which statements we can run
in parallel:

» After S; executes, either we will execute S; and possibly the statements
that it indirectly controls, or we will execute S;;, Si2, S13, and Sy4, all of

which we could run in parallel.

e After S; executes, we may execute Ss, Ss, Sy, and Syg, all of which could

run in parallel.

o After S3 executes, we may execute Sy, S5, Sg, and Sy, all of which could

run in parallel.

Although the control dependence graph specifies which statements we can run in
parallel due to the syntactic structure of a program, it does not take into account the
semantics of the program: in the program in Figure 2-1 (page 20), we cannot execute
S12 and Sys in parallel, since S;3 makes use of the value that S;; computes. We use a
data dependence graph (described in Section 2.3) to compute semantic constraints on
parallelism.

Since the control dependence graph is very unstructured, generating code from it

is difficult. In general, a control dependence graph will contain loops: in Figure 2-
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4, Sjo controls itself and every other statement within the loop that post-dominates
S3. However, we do not need such information: it complicates code generation, and
we do not need it to generate doall loops. The control dependence graph is also in
general unconnected, since any node that post-dominates Entry will not be control
dependent upon Entry: in Figure 2-4 both S; and Ezit are not controlled by any node.
This complicates code generation, since we cannot make a simple pass through the
graph. Our program representation, the constrained forward control dependence graph

(described in Section 3.1), does not have these problems.

Definition 3 Given a control dependence graph G.(Gy), a node m is indirectly control
dependent upon a node n via control flow edge e, (alternatively, n indirectly controls

m via ey) if all of the following conditions hold:

o There exists a path p from n to m in G.(Gy).

e The first control dependence edge in p has label e;.

If two nodes m; and m; are indirectly control dependent on the same node n via
the same control flow edge es, they may be scheduled to run in parallel (if one node
is an ancestor of the other, the control dependence graph constrains the parallelism; if
neither node is an ancestor of the other, they could be scheduled to run in parallel). If
one node must run only after the other, some of the common indirect controllers of m,
and m, must be “marked” to ensure that m; and m, are not scheduled to run in parallel.

We describe which common indirect controllers must be marked in Section 3.2.

2.3 Data dependence

Data dependences are constraints on the order of statement execution in sequential
programs that are due to either the flow of values or the reuse of storage; they must

be taken into account to ensure that the semantics of the output code is correct.
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Following Kuck’s notation, there are fhree types of data dependence: flow dependence,
anti dependence, and output dependence [Kuc78,PW86|.

If a statement S; is data dependent upon another statement S; in a sequential
program, it must be executed after S;. We modify Kuck’s definitions to deal with
arrays more precisely (numeric variables could be considered as single-element arrays)
[Kuc78|:

o S; is flow dependent upon S; over certain elements of a variable v if an
instance of S; assigns values to those elements of v and an instance of S;

may use those values of those elements of v.

e S; is ants dependent upon S; over certain elements of a variable v if an
instance of S; assigns values to those element of v and an instance of S;
uses those elements of v, but not the values assigned by the instance of

S;.

o S; is output dependent upon S; over certain elements of a variable v if
instances of S; and S; both assign values to those elements of v, and the
values that the instance of S; assigns must be stored after the values that

the instance of S; assigns.

The last two types of data dependence are storage-related, in that they are due to
the reuse of storage locations (variables) in a program.

There is a flow dependence from S; to Ss in the program in Figure 2-5, since the
execution of S3 on the first iteration of the do loop will use the value of X(1). Similarly,
there is a flow dependence from Ss to itself, since the execution of Sg on some iteration
could use the value defined in the previous iteration by Ss; there is a flow dependensc«
from Sg to S5 by the same argument. There is a flow dependence from Sy to Ss, since
Ss defines X(i) and Ss may use X(1) on any iteration; similarly, there is an output
dependence from S3 to Ss since both statements could deﬁpe X(1) on any iteration.

There is no output dependence from Ss to itself, because each iteration of the loop
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(Sy) X(1) = b
(S;) doi=2t%on

(Ss) X(1) = 4 * X(i-1) + 2
(Sa) if p
(Ss) ' then X(i) = X(i) * 4

(Se) end do

Figure 2-5: Data dependence example

(Sy1) doi=1¢ton

(Sz) if p
(Ss) then x = 3
(Sy) if q
(Ss) then x = b

(Sg) end do

Figure 2-6: Loop-independent and loop-carried dependences

assigns to a different element of X; similarly, there is no output dependence from Ss to
itself.

We further classify data dependences as loop-carried or loop-independent [All83].
A data dependence is loop-carried if the data dependence goes from a staterment in
one iteration of a loop to a statement in a later iteration of the same loop; otherwise,
the data dependence is loop-independent. In the program in Figure 2-5, the flow
dependence from Sy to Ss is loop-independent, since the dependence does not cross
between the iterations of any loop. The flow dependence from 53 to S5 and the output
dependence from Ss to S; are also loop-independent, since they occur within a single
iteration of the do loop. However, the flow dependences from S to itself and from Sj
to S are loop-carried, since the dependences go from one iteration of the do loop to
the next.

In the program in Figure 2-8, there are two data dependences present from Ss to
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Ss: both a loop-independent output dependence and a loép-carried output dependence.
There is a loop-independent output dependence since both statements may define x
within any iteration of the do loop; there is a loop-carried output dependence since the
definition of x by S5 in some iteration of the loop could overwrite the value of x defined
by S3 in a previous iteration. There is a loop-carried output dependence from Sy to
Ss, since Ss in some iteration could overwrite the value of x defined by Ss in a previous
iteration; there is a loop-carried output dependence from Ss to itself, since S; in some
iteration could overwrite the value of x defined by Ss in a previous iteration; and there
is a loop-carried output dependence from Sg to itself, since S in some iteration could
overwrite the value of x defined by S; in a previous iteration.

Data dependences restrict the parallelism we can generate; the classification of data
dependences as loop-carried or loop-independent is important because it parallels the
distinction between the two types of parallelism that we generate: parallel loops and
parallel blocks. Intuitively, loop-carried data dependences restrict the parallelism we
can achieve among the iterations of a loop, and loop-independent data dependences
restrict the parallelism we can achieve from parallel blocks.

We can use interprocedural data flow analysis [Bur87,Hec77| and data dependence
analysis [Cyt87,Wol82] to find the data dependences that exist in a program, which we
represent via a data dependence graph G4(P) = (Na(P), E4(P)), where Ny(P) = N,(P),
and E4(P) is a set of labeled edges called data dependence edges.? Data dependence
edges are of the form ((ny,n;),v,t,l), where v is a variable, ¢ is either flow, anti, or
output, and ! is either independent or (carried, ny,); n4, € Ny(P) is the do node
that corresponds to the loop that carries the dependence. Data dependence edges
thus represent all six types of data dependence: loop-carried flow, anti, and output

dependences, and loop-independent flow, anti, and output dependences.

2Standard interprocedural data flow analysis and data dependence analysis will not give the exact
information about arrays that we desire; further research is necessary to determine how to compute such
information.
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2.3.1 Data flow analysis

s

We need the solution to two distributive data flow problems for our algorithms: the
reaching definitions and live variable problems. The solutions to these two problems
are in a class known as “meet over al! paths” solutions [Hec77]. Soluiions to data flow
problems are inherently conservative, since they are based on compile-time knowledge.

A definition is a pair (n,v), where n is a node and v is a storage location (numeric
variable or array element) that n defines. A definition (n,v) reaches another node m if
that definition is “available” at m. A storage location v is live at a node n if the value
of v immediately before n executes could be used when or after n executes; if v is not

live at n, it is dead at n.3

3These definitions are more precise with respect to arrays than standard definitions; problems in
computing the solutions are similar to the problems in computing our data dependence graph.
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Chapter 3

Constrained forward control

dependence

We use forward control dependence to represent the parallelism that we can extract from
a program. Control dependence does not give us the exact information that we want:
the control dependence graph is unconnected and has too much information about
loops, in that the exit from a loop controls other statements in the loop. We discard
this “extra” information about loops since it is not useful for our transformations.

To remove the extra control dependence edges and to create a connected graph,
we define a forward control flow graph, from which we compute the forward control
dependence graph. The forward control flow graph contains all of the non-back edges

of the control flow graph, and an additional edge from Entry to Exit.

Definition 4 Given a reducible control flew graph G(P), the forward control flow
graph Gyg(P) = (Nyg(P), Ey(P)) is defined as follows, where Forward(E,(P)) contains
exactly the non-back edges in E;(P):

Ny (P) = Ny(P)
Eg(P) = Forward(E(P)) U (Entry, Ezit)

Gyy(P) is a DAG, since the non-back edges of a reducible control flow graph form
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a DAG and the edge (Entry, Ezit) cannot create a cycle;

Figure 3-1 shows the forward control flow graph of the program in Figure 2-1
(page 20); compare it with the control flow graph in Figure 2-2 (page 21). The only
node that post-dominates Entry in the forward control flow graph is Fzit, and there

are no strongly-connected regions in the forward control flow graph.

3.1 Forward control dependence

The forward control dependence graph is simply the control dependence graph of the

forward control flow graph minus Ezst.

Definition 5 The forward control dependence graph (alternately, the f-control depen-
dence graph) Gy.(P) = (Ny.(P), Es.(P)) of a program P is defined as follows:

Ny(P) = Nc(Gy(P)) — Ext
E;(P) = E.(Ggy(P))

Since Ezit properly post-dominates every other node in G;¢(P), there are no edges to

Ezit in G.(Gys(P)), and Gy.(P) is a well-defined graph.

Figure 3-2 contains the forward control dependencel graph of the program in Fig-
ure 2-1 (page 20); compare it with the control depend«nce graph in Figure 2-4 (page 25).
There are no outgoing edges from S, there is an edge (Entry, S;), and there are no

loops in the f-control dependence graph, which is connected.

3.1.1 Discussion

Theorem 1 An f-control dependence graph G.(P) is connected, and the distinguished
node Entry is its root.

Proof: First, we show that any node in G (P) is reachable from Entry in Gy.(P).
Take any node n € Ny (P), n # Entry, and take any path p = (Entry, p1,pz,...,pk,n)
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Figure 3-1: Forward control flow graph of program in Figure 2-1
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Entry

Figure 3-2: Forward control dependence graph of program in Figure 2-1
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from Entry to n in Gyy(P). We prove by induction on the length ! of p that there is a
path from Entry to n in G (P).

If the length of p is one, Entry controls n, since n cannot post-dominate Entry in
Gys(P).

If the length of p is I + 1, then n either does or does not post-dominate p;. If n
does not post-dominate pi, px controls n. By the induction hypothesis, there is a path
from Entry to p, in G (P), which implies there is a path from Entry to n in G (P).
If n does post-dominate py, it must be controlled by the node that controls p,. By the
induction hypothesis, there is a path from Entry to pi in G.(P); there must be a path
from Entry to p,’s parent in Gy.(P), which implies that there is a path from Entry to
n in G (P).

Finally, no node can control Entry, so Entry is the root.

Since the f-control dependence graph is connected, generating code is simple - a

single pass through the graph starting at Eniry is guaranteed to visit every node.

Theorem 2 An f-control dependence graph G.(P) is a DAG (directed acyclic graph);
it is a tree if p is structured.
Proof: By induction on the graph grammar for structured programs (Figure 2-3 on

page 23).

Since we assume that all programs are structured, all f-control dependence graphs
will be trees. The f-control dependence graph directly represents the nested parallelism
that we generate: at each level in the tree we schedule siblings and their subtrees to run

in parallel, subject to constraints due to data dependences (discussed in Section 3.2).

Theorem 3 Given a structured program whose loops are do loops, the forward control
dependence graph Gj.(P) will have the following property: a do node d; of a do loop
is the root of a subtree S; C Gy.(P) such that S; contains exactly the nodes in the do
loop.

Proof: Directly from graph of do loop.
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If we perform a top-down traversal of the f-control dependence graph to generate
code, we visit a do node before we visit the nodes in its loop. Thus, the do node of a
loop provides a convenient place to store information regarding the parallelization of

the loop.

3.2 Data dependence constraints

We add data dependence constraints to the forward control dependence graph to ensure
that we preserve the semantics imposed by data dependences in the program. These
constraints are of two types: constraint edges and constraint marks. Edges represent
restrictions on cobegin-type parallelism; marks represent restrictions upon doall-type
parallelism. Algorithms for computing data dependence constraints are given in Ap-

pendix A.

3.2.1 Constraint edges

Given a loop-independent data dependence from a node n to a node m, we must
ensure that m executes only after n. For each loop-independent data dependence
edge ¢4 € E4(P) from n to m, we add a constraint edge, a labeled edge of the form
((mi, m;), LCA(n,m), e4), where m;,m;, LCA(n,m) € N;.(P), and m;, m; are children
of LCA(n,m) in G;.(P). This constraint edge means that when we generate code for

LCA(n,m), we cannot run the subtrees beneath m; and m; in parallel.

Lemma 2 Given a loop-independent data dependence edge from a node n to a node
m, and LCA(n,m) € Ny.(P), if LCA(n,m) # n and LCA(n,m) # m, then LCA(n,m)
indirectly controls both n and m via the same control flow edge e;.

Proof: Assume that LCA(n,m) # n, LCA(n,m) # m, and that LCA(n,m) does 10t
indirectly control n and m via the same control flow edge. Let LCA(n,m) indirectly
control n via e, and m via en. If e, is taken upon leaving LCA(n,m), n will be

executed and m will not be executed; if e,, is taken, m will be executed and n will not
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be executed. There cannot exist a loop-independent data dependence ¢4 from n to m;

there could only exist a loop-carried data dependence from n to m.

If there is some loop-independent data dependence between two nodes n and m,
we indicate this at LCA(n,m) to prevent us from generating code to run n and m in
parallel. If LCA(n,m) = n or LCA(n,m) = m we do not need to add a constraint,

since the forward control dependence edges already order n and m.

Lemma 3 The set of constraint edges is acyclic.

Proof: Take two siblings n and m in Ny (P) that are controlled via the same control
flow edge e;. Either n properly post-dominates m, or m properly post-dominates n.
Without loss of generality, assume that m properly post-dominates n; this implies that
m also properly post-dominates all of n’s descendants in G.(P). Take some depth-first
numbering dfs# of the nodes in G¢(P). Let n' be a descendant of n and m' a descendant
of m. Since m properly post-dominates n', dfs#(n’) < dfs#(m); since there is a path
in G;(P) from m to m', ¢fs#(m) < dfs#(m’). Therefore, dfs#(n’) < dfs#(m’).

By definition, the head of a loop-independent data dependence edge must have a
greater dfs# than the tail; this implies that data dependence edges can only go from
descendants of n to descendants of m. Therefore, constraint edges can only go in one
direction, from n to m.

Since the proper post-domination relation totally orders all siblings, the set of con-

straint edges is acyclic.

A constraint edge both groups and orders siblings in G;.(P). Each set of siblings
that is connected by constraint edges must be generated as part of the same parallel
block; siblings that are connected by constraint edges cannot be members of different
parallel blocks since they may refer to the same storage location. Within each parallel

block, the constraint edges specify the order in which we must generate the nodes.
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3.2.2 Constraint marks

Given a loop-carried data dependence edge from n to m, we must ensure that the
loop that carries the dependence is not transformed into a doall loop. We mark this
information at the do ncde of the loop, since our code generation pass will alw: ‘s visit
the do node before visiting any nodes in the body of the loop (Theorem 3). For each
loop-carried data dependence in G4(P) we add a constraint mark, which is of the form
(ndo,€4), Where ng4, € G4, (P) is a do node, and e4 is a loop-carried data dependence
edge.

During code generation, the presence of a constraint mark (n4,,€q4) indicates that
n4,’s loop (the do loop that corresponds to ny,) cannot be run as a doall loop, since e,

goes between some of its iterations.

3.2.3 Discussion

The constraints on the f-control dependence graph represent sequentialization that we
must obey during code generation. The f-control dependence graph of the program in
Figure 3-3(a) is shown in Figure 3-4. The following data dependences edges exist in
the program:

e There is a loop-independent flow dependence edge e4; from Sg to 55.
e There is a loop-independent flow dependence edge eq4; from S;; to Sis.
e There is a loop-carried output dependence edge e4e from S to itself.

o There is a loop-carried output dependence edge e44 from Sg to itself.

There are no data dependences between statements in the set {Ss, Ss, Ss, Sp} and
the set {512, S13}; every control flow path from Entry to Ezit contains either the first
set of statements or the second, but not both.

The two flow dependences correspond to two constraint edges: e; = ((Ss, So), S1, €a1)

and e; = ((S12, S13), S1,€42). The two output dependences correspond to two constraint
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(51)
(S;)
(Ss)
(54)
(Ss)
(Se)
(S7)
(Ss)
(Ss)
(S10)
(Sll)
(512)
(513)
(S14)

(S1)
(Sz)

(Ss)
(S4)

(Ss)
(Se)

(S7)
(Ss)

(S,)

(S10)
(Su)
(S12)
(S1s)
(S14)

it p
then begin
if q
then doi=1ton
a =10 * i
x=5-1
end do
y =4
z=x1+5b
end
else begin
z =4
y=3%*z
end
Figure 3-3(a): Input program
if p
then begin
cobegin
if q
then do i =1 ton
cobegin
a=10 * i
x=5b-1
coend
end do
y=4
coend
Zz=Xx+D5
end
else begin
z =4
y=3#%z2z
end

Figure 3-3(b): Output program

Figure 3-3: Constraint edge discussion
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Figure 3-4: Forward control dependence graph of program in Figure 3-3(a)

41



marks: m; = (Sy,es3) and my = (Sy,en). We can generate code that obeys the
constraints in a straightforward manner. We generate sequential code such that the
forward control dependence subtree beneath Sy executes after the subtree beneath Ss,
and such that the subtree beneath S;3 executes after the subtree beneath S,;; this
satifies the constrzint edges. We do not transform the do loop into a doall loop; this
satisfies the constraint marks. The output code that we would produce is shown in
Figure 3-3(b).

The constraints thus represent implicit synchronization - each one means that we
must sequentialize certain blocks of code or loop iterations before other blocks or loop
iterations. This does not give us good performance for two reasons: the original pro-
gram may have reused variable names, thus creating storage-related data dependences
that can be eliminated; and we sequentialize entire blocks of code, parts of which could
be run in parallel.! In Chapter 4 we present algorithms to deal with these problems: in
Section 4.1 we present an algorithm to perform privatization, a program optimization
that removes certain storage-related data dependences; in Section 4.2 we present an
algorithm to remove certain data dependence constraints and insert explicit synchro-

nization (wait and signal semaphore commands).

!In Figure 3-3(b), the do loop could be a doall loop if each iteration of the loop received private
copies of the variables x and a.
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Chapter 4

Algorithms

This chapter describes algorithms for inserting synchronization, performing privati-

zation, and generating code. All of these algorithms utilize the constrained forward

conirol dependence graph.

4.1 Privatization

We use a technique that we call privatization to increase the amount of parallelism in
a program: it removes some storage-related constraint edges (those due to anti and

output data dependences) from a program [BCFHS87|.

In the program in Figure 4-1(a), we would like to execute statements S; and S; in
parallel with statements Ss and Sy; however, there are storage-related data dependences
between the statements that prevent us from doing so. The program reuses the storage
for x: there is an anti dependence from S; to S3 and an output dependence from S,
to Ss, which correspond to constraint edges between the same nodes. Privatization
increases the parallelism by transforming the program into two paralle! processes (one
consisting of S and S,, and one consisting of Ss and S;), where each process has its
own private copy of x; Figure 4-1(b) shows che result of privatizing x. We distinguish

between two types of privatization: block privatization, which increases cobegin-type
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(S51)
(S2)
(Ss)
(Sy)

(51)
(S;)

(Ss)
(S4)

N ¥ <9 X

NN W

Figure 4-1(a): Input program

cobegin
begin
x
y

non
(<Y

end
begin
private x copyout
x=5b
Z =X
end
coend

Figure 4-1(b): Output program

Figure 4-1: Privatization example
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(Sl) x =10

(S3) if p-

(Ss) then x = x + b
(S y=3=x*x

Figure 4-2(a): Sample program

(Sy) x1 = 10

(S;) if p

(Ss) then x2 = x1 + b
else x2 = x1

(54) y = 3 x x2

Figure 4-2(b): Renamed program

Figure 4-2: Privatization versus renaming

parallelism, and loop privatization, which increases doall-type parallelism.

Block privatization is a form of renaming [CF87b); however, there are some im-
portant differences between them. Privatization does not change any variable names;
the variable names from the sequential program are preserved, which makes output
programs more readable. Also, block privatization only renames variables in a manner
consistent with the parallelism that we generate; since we only run siblings and their
subtrees to run in parallel, privatization does not transform every variable that could
be renamed. In the program in Figure 4-2(a), instances of the variable x could be re-
named to get the program in Figure 4-2(b). However, privatization does not transform
any variables in this example; we do nct generate code to execute S; and Ss in parallel,
so we do not rename the instances of x in them.

Loop privatization is similar to scalar expansion; each reference to a private variable
in a loop iteration essentially refers to a member of a vector of private variables [PW&g6].

Loop privatization also preserves variable names.
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(Sy) z = 2b

(S;) x=3+2z %2
(Ss) y=44 xx
(S¢) z=232x*y+ 19

Figure 4-3: No privatization due to flow dependences
4.1.1 Privatizing blocks

Given a constraint edge eyc between two siblings m, and m; that are children of a
node n, we can use block privatization to remove the edge if it is due to a storage-related
data dependence ey, where e; goes between two nodes s and ¢ that are in the subtrees
below m, and m;, respectively (see Figure 4-4). We do not use privatization to remove
such an edge if there is a path of constraint edges due to flow data dependences from m,
to m;. In Figure 4-3, we do not remove the constraint edge due to the anti dependence
edge from S; to Sy, since the constraint edges due to the flow dependence edges from
Sz to S; and from Sy to Sy cannot be removed. Also, we use block privatization to
remove a constraint edge between two nodes m, and m; only if we can remove all of

the constraint edges between m, and m;,.

Since the constraint edge that we remove is due to a storage-related data dependence
edge from s to i, ¢t must define elements v; of some variable v. We use block privatization
to make the definitions (¢, v;) define elements of a private instance of v within the subtree
beneath m;.! We can create a private instance of v private within m,’s subtree only if
the subtrees beneath m, and m; do not need to share storage for v, which could occur
in two cases:

e Nodes in m;’s subtree could use the values of v; from m,’s subtree: in
Figure 4-5(a), S could use the same value of x that S; uses (m, is S; and

m; is Sz).

! An alternative would be to make the use or definition of v at s private, but we would need to have
copyin instead of copyout.
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Figure 4-4: Forward control dependence graph during block privatization
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(51)
(S,)
(Ss)
(S4)
(Ss)
(Se)
(87)

(S1)
(S7)
(Ss)
(S54)

o The definition of the elements v; in m’s subtree could flow to a use of

those elements (outside of the two subtrees) to which the value of those

elements in m,’s subtree could also flow: in Figure 4-5(b), S, could use

the value of x used in S, or the value of x defined in S3 (m, is S; and m,

is Sz).

If all of the elements v; are dead at m,, neither case is possible, and we can privatize.
When we privatize x beneath my, nodes in a subtree beneath another sibling m, may
need my’s private copy of x; if that is the case, m,’s subtree will be in the same parallel

block as m,; and will correctly reference m’s private copy, since there must be a flow
b

z=x-4
if p.
then begin
if q
then x = 19
y = 40 * x
end

Figure 4-5(a): Privatization fails due to flow of values

z=x-4
if q

then x = 19
y = 40 * x

Figure 4-5(b): Privatization fails due to common use

Figure 4-5: No privatization

constraint edge from m,; to m,.

The immediate post-dominator p of n is the first statement executed after the
forward control dependence subtree beneath n finishes executing; if a definition (¢, v;)

reaches p and v; is live at p, the values of elements of the private copy of v could be
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(S,) then begin
(Ss) z=x -4
(S4) x = 19
(Ss) y = 40 * x
(Ses) end

(S7) a=30x*x0Db

Figure 4-6(a): Simple privatization

(Sl) if p

(S2) then begin

(Ss) zZ=Xx-4

(Sy) if q

(Ss) ther begin
(Se) x = 19
(AS"I) w=230-x*4
(Ss) end

(Se) x = 23

(SIO) y = 40 * x
(S11) end

(S12) a=30%*b

Figure 4-6(b): More complex privatization

Figure 4-6: Privatization examples

used later, and the variable must be copied out.

In Figure 4-6(a), we would use privatization to remove the constraint edge from Ss
to S, (which is due to an anti-dependence between the same statements). Since the
flow constraint edge from S, to S ensures that S; and Sg will be in the same parallel
block, S, and S will both reference the same private copy of x. The definition of x at
S, reaches the immediate post-dominator Sy of S; if x is live at Sy, we must copy out
that private copy of x.

In Figure 4-6(b), we would privatize x at Sg to remove the constraint edge from Ss
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to S, (which is due to an anti-dependence edge from Ss to Sg). This is possible since
x is not live at S;. Sg-and S7 will reference the same private copy of x, since the flow
constraint edge between the two nodes ensures that they will be in the same parallel
block. We would also privatize x at Sy to remove the constraint edges from S; and
Sy to Sy (which are due to the anti dependence from S3 to Sy, the output dependence
from Sg to Sp, and the anti dependence from S; to Sp); the flow constraint edge from
Sy to Sy will ensure that Sy and Sy are in the same parallel block. Since the definition
of x at Sg cannot reach the immediate post-dominator S;; of S;, that private copy of
x does not need to be copied out. The definition of x at Sy does reach 53, and if x is
live at S;4, that private copy of x must be copied out.

Block privatization can be performed upon both array and non-array variables. In
Figure 4-7(a), the i loop could be run in parallel with the j and k loops, if the j and k
loops had their own copies of the array A. The following data dependences exist in the
program:

e a flow dependence from S, to S; over the elements of A.

e an output dependence from S; to Sg over the odd elements of A.
e an anti dependence from Ss to Sg over the ocdd elements of A.

o an output dependence from S; to Sy over the even elements of A.

e an anti dependence from Ss to Sy over the even elements of A.

We do not use privatization to remove the first data dependence, since it is a flow
dependence. The elements of A over which the second and third data dependences
exist are all dead at S5, which implies that we can privatize A within the j loop. The
elements of A over which the last two data dependences exist are all dead at Sg, which
implies that we can privatize A within the k loop. Since Sg and Sy refer to different
elements of A, there is no output dependence between them; the j and k loops can be

run in parallel. Each parallel block only copies out the elements of A that it modifies;
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(S;)
(S7)
(Ss)
(Sg)
(Ss)
(Se)
(Sy)
(Ss)
(Sp)
(S10)

(S1)
(S3)
(Ss)
(S¢)

(Ss)
(Ses)
(S7)

(Ss)
(Sy)
(S10)

do i =1 to 2*n

A(Q) =3 i - 44

B(i) = 23 * A(i) - 8
end do
do j =1¢ton

A(2)-1) = 13 * j - 2
end do

dok=1¢ton
A(2k) = 13 * k - 2

end do
Figure 4-7(a): Input program
cobegin
begin
doall i = 1 to 2*n
A(1) =3 %1 - 44
B(i) = 23 * A(i) - 8
end doall
end
begin
private A copyout
doall j =1 ton
A(2j-1) = 13 * j - 2
end doall
end
begin

private A copyout
doall k =1 ton
A(2k) = 13 * k - 2
end doall
end
coend

Figure 4-7(b): Output program

Figure 4-7: Privatization for arrays
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since there is no output dependence, neither block will Eopy out to the same storage
location. The resulting output code is shown in Figure 4-7(b).

We represent block privatization by a block privatization mark, which is either
(n,m,,v,copyout) or (n,m:,v,nocopyout). This mark specifies that the subtree

beneath mm; receives a private copy of v.

Algorithm 1 To privatize blocks beneath a node n, call privatize-block(n).
Procedure privatize-block(n):

o We can remove a coustraint edge e;. = ((m,,m:),n, eq), if there is no
path of flow constraint edges from m, to m,, where e4 is a storage-related
data dependence edge from s to ¢ over elements v; of the variable v, and if
all the elements v; are dead at m, (see Figure 4-4). Since ¢4 is a storage-
related data dependence edge (an anti or output edge), (¢,v;) must be

definitions in the program. Let p be the immediate post-dominator of n.

e If any definition (¢,v;) reaches p and v; is live at p, add a

block privatization mark (n,m;,v,copyout).

e If the above condition is not satisfied, add a block privatiza-

tion mark (n,m,v, nocopyout).

4.1.2 Privatizing loops

We can loop privatize a non-array variable v if each iteration uses a completely separate
copy of v; loop privatization can remove some constraint marks due to loop-carried
anti and output dependences, but it cannot remove those due to loop-carried flow
dependences. We do not loop privatize array variables, since loop privatization is
similar to scalar expansion. Also, we use loop privatization to remove a constraint
mark at a node n only if we can remove all of the constraint marks at n,

If v is live at the header of a loop, an iteration may -explicitly or implicitly use

the value of v from a previous iteration, and we cannot privatize. In the program in
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(§;) doi=1ton

(Sz) if P
(Ss3) then x = b * i
(Sy) end do

(Ss) z=5b#*x-4

Figure 4-8: No privatization

Figure 4-8, we cannot privatize x in the do loop, since all of the iterations conditionally
define x; the value of x after the loop ends could be the value defined in any iteration of
the loop, since each iteration of the loop implicitly uses the previous iteration’s value
of x. However, if v is dead at the header of a loop, then each iteration defines its own
value for v; each iteration can receive a private copy of v. We represent this via a loop
privatization mark, which can be either (n,v,copyout) or (n,v,nocopyout). We test

at the post-dominator for copyout as we did for block privatization.

Algorithm 2 To privatize a loop whose do node is n, call privatize-loop(n).

Procedure privatize-loop(n):

¢ We can remove a corstraint mark (ng4,, €q) if €4, a data dependence edge
over the variable v, is not a flow data dependence edge, if v is a non-array

variable, and if v is dead at the header node of the loop corresponding to

ndo .

e If v is live at the immediate post-dominator of n4, add a

loop privatization mark (n, v, copyout).

e Otherwise, add a loop privatization mark (n,v,nocopyout).
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(Sl) x = 4b

(S2) y =46

(S3) z=x+*y+ 44
(Sy) w=280-2z+3%*x
(Ss) a =91

(Se) b=83-a

(57) c=w-b+5b+*a

Figure 4-9: Synchronization example
4.2 Explicit synchronization

To increase the amount of parallelism in our program, we may wish to introduce explicit
synchronization (i.e. semaphores) into the output code. Constraint edges between two
nodes can be satisfied in two ways: the sequentialization of their subtrees (implicit
synchronization), or the insertion of explicit synchronization within the subtrees. In
Figure 4-9, using implicit synchronization, we would execute the block of code from S,
to S4 before the block of code from Ss to S;. However, this does not give us maxirnal
parallelism: the only statement in the second block that must wait for the first block is
S7. To use explicit synchronization, we would insert a signal statement after S, and a
wait statement before S;; we could then run the two blocks in parallel with each other.

We present an algorithm to insert explicit synchronization that can remove some
constraint edges; however, more research needs to be done to decide when explicit
synchronization should be used instead of implicit synchronization. If we use more
explicit synchronization, we can achieve more parallelism, but the cost of using many
semaphores is not negligible.

We add information to the f-control dependence graph to represent the addition of
synchronization statements (signal and wait semaphore statements, and semaphore
declarations). A semaphore whose scope is a doall loop is automatically private within

the loop; this allows us to generate semaphores for loop-independent data dependences
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(Sy) doall i =1 ton

(Sz) private a copyout

(Ss) private b copyout

(Sy) private d copyout

(Ss) private e copyout

(Se) semaphore s1

(S7) cobegin

(Sa) if P

(So) then begin

(S10) a=3x1
(Su) signal si
(S532) b=5%a-4
(S13) end

(S14) else begin

(S1s) a=4x*i
(S16) signal sl
(S17) b=6%a- 26
(S18) end

(Slg) if q

(S30) then begin

(521) d = 66

(S22) wait si

(S23) e=d-a+3
(524) end

(S25) else d = 23

(S2g) coend

(S37) end doall

Figure 4-10: Private semaphores
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(S doi=1¢ton

(S2) do j=1¢tom

(Ss) if p ‘

(S4) then A(i) = 46 * i + j
(Ss) end do

(Se) dok=1%01

(S7) B(i,k) = 33 * A(i) - k
(Sg) end do

Figure 4-11: Non-removable constraint edge

within doall loops.? In Figure 4-10, each iteration of the doall loop contains its
own copy of the semaphore 81, and none of the iterations will conflict in their use of
semaphores.

We only generate explicit synchronization to remove constraint edges (constraints
due to loop-independent data dependences); constraint marks are very difficult to re-
move, since synchronization for loop-carried dependences would require a statement in
ong iteration to refer to some previous iteration’s semaphores. Also, our analysis does
not give us enough information to add synchronization for loop-carried dependences ef-
ficiently: we do not know how many iterations a loop-carried data dependence crosses,
only in what direction it crosses them.

We also do not add synchronization to remove all constraint edges. If a constraint
edge is caused by a loop-independent data dependence edge from n to m, we only
remove the constraint edge if n and m have the same immediately surrounding loop.
In the program in Figure 4-11, it would be difficult to use semaphores to remove the
constraint edge due to the loop-independent flow dependence from S; to Sy over the
elements of A, because we cannot be sure which iteration of the j loop assigns the final

value to A(i).

2 A semaphore whose scope is a do loop need not be private within each iteration, but the semaphore
must be reinitialised by the run-time system every time a new iteration of the do loop begins.
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Given a loop-independent data dependence edge e, ffom m to n, n should execute
only after m executes. We ensure this by adding a signal s statement after m and
a wait s statement after n. However, we cannot add a signal s statement only
after m: if m does not execute, n should not wait for it. Therefore, we need to add
signal s statements at decision points that can avoid executing m; every node on the
f-control dependence path from Entry to m is such a decision point (see Figure 4-12).
The decision points on that path that are also ancestors of LCA(m,n) do not require
signal s statements, though: if the flow of control avoids LCA(m,n), it will avoid
n.® Since signal s and wait s statements need only be added in the subtree beneath
LCA(m,n), the scope of s can be limited to that subtree. We represent the scope of
s via a semaphore declaration mark, which is of the form (LCA(m,n),s,e.,), where

LCA(m,n) indirectly controls m and n via e, (see Lemma 2 on page 37).

Along the path p in the forward control dependence graph from LCA(n,m) to m,
we have to ensure that signal s is executed if the flow of control avoids m. Given a
node p; on p, where p; # LCA(m,n) and p; # m, and the forward control dependence
edge from p; to p;;; via ey, m will not be executed if the control flow exit e; # e 5 is
taken from p;. We represent this via a path signal mark, which is of the form (p;, s, e).
We do not need to add path signal marks at LCA(m,n), since if ey, is not taken from
LCA(m,n), neither m nor n will execute.

If m is not a decision point in the program, we can insert a signal s statement
immediately after m; we represent this via a node signal mark, which is of the form
(m, s). Otherwise, if m is a decision point, we must execute signal s on both control
flow exits, e; and ey, from m; we use path signal marks (m,s,e,;) and (m,s,es) to
represent this.

We can simply insert a wait s statement immediately before n; we represent this

via a wast mark, which is of the form (n, s).

3The same information could be computed by using data flow analysis instead of control dependence

[CKM88).
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LCA(m,n)

Figure 4-12: Adding synchronization to the forward control dependence graph
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Algorithm 3 We can remove a constraint edge due to a loop-independent data de-
pendence eq = ((m,n),v,t,independent) by calling synch(ey), if the same loop imme-
diately surrounds both n and m.
Procedure synch(es):
e Create a new semaphore s whose scope is the subtree of statements be-
neath LCA(m,n); add a semaphore declaration mark (LCA(m,n), s, €1.4),

where LCA(m,n) indirectly controls m and n via ej,.

e Do the following for each node p;, p; # LCA(m,n) and p; # m, that lies
on the path p from LCA(m,n) to m in Gy.(P):

o Let e, = ((pi, pi+1), €s) € Ey.(P) be the f-control dependence
edge with tail p; that is on the path p.

o We must execute signal s when e, is taken, where e; € E(P)

has tail p;, and e; # e¢;. Add a path signal mark (p, s, €;).

o We must execute signal s immediately after m executes. If m has chil-
dren in Gy (P), insert path signal marks (m,s,e;) and (m,s, es), where
e,ey € E¢(P) are the control flow arcs that have tail m. If m has no

children in Gy.(P), add a node signal mark, which is of the form (m, s).

o We must execute wait s immediately before n executes; add a wait mark

(n,s).

4.3 Code generation

We generate code during a single pass over the constrained forward control dependence
graph. The pass is handled by two mutually recursive procedures: one procedure
generates siblings beneath a node, and the other generates the code for a node itself.

We begin by generating code for the forward control dependence children of Entry.
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When we generate code for the children of a node n fhat are controlled via an edge
~ €y, we partition the children into constraint-edge-connected sets: each such set can be
run in parallel with other such sets. Within each set, we can generate sequential code
for the nodes in any order consistent with that specified by the constraint edges. Our
algorithm first generates code for all of the children that have no incoming constraint
edges. We then generate all of the children who only have incoming constraint edges
from already generated siblings; we repeat this step until we have generated all of n’s

children.

Algorithm 4 Call child-gen(Entry,e,.m), where €,¢,,¢ is the control low edge in G 7(P)
with tail Entry.
Procedure child-gen(n,e,):

e For every semaphore declaration mark (n,s,e;), output a semaphore s

statement.
¢ For every path signal mark (n,s, e 1), output a statement signal s.
» Output a cobegin statement.

* Repeat the following for each constraint-edge-connected set S = {si} of
nodes that are controlled by n via e 7
¢ Output a begin statement.
* Repeat the following for each node s; € S:

o Output a statement private v; for each block pri-
vatization mark (n,s;,v;, nocopyout).
e Output a statement private v; copyout for each
block privatization mark (n, s, v;, copyout).
* Let d(s;) be the maximum length of a path of constraint edges
from s; € S to a node in S with no incoming constraint edges.

Repeat the following, with d.,, going from 0 to maz(d(s;)).
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e Repeat the following for each node s; € S such
tha.t,_d(s.-) = deuyt
o Call code-gen(s;).

e Output an end statement.

o Output a coend statement.

Procedure code-gen(n):
e If n is an unconditional goto, return, begin, end or end do statement,

do nothing.
o If there exists a wait mark (n,s), output a wait s statement.

e If n is a do node:

e If there exists a constraint mark (n,dd), output a do state-

ment.

¢ If there do not exist any constraint marks (n,dd), do the

following:
o Output a corresponding doall statement.
e Output a statement private 1; for every loop pri-
vatization mark (n,v;,nocopyout).
e Output a statement private v; copyout for every

loop privatization mark (n,v;,copyout).

e Call child-gen(n,e;), where e, = (n,h), and h is the header

of n’s loop; this generates code for the body of the loop.

e Output a corresponding end do or end doall statement.

e If n is an if-then-else node:

e Output code for n.
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e Output then, and call child-gen(n,e;), where e; is the control
flow edge taken under the then exit from n; this generates

the code for the then clause of the conditional.

e Output else, and call child-gen(n,e;), where e; is the control
flow edge taken under the else exit from n; this generates code

for the else clause of the conditional.

o If n has no children in Gy (P):

e Output code for n.

e If there exists a node signal mark (n,s), output a signal s

statement.

This algorithm could generate extra begin/end scopes in certain places, such as
around single statements within a cobegin block. These could be eliminated later by
periorming a “clean-up” pass over the generated program.

Additional parallelism could possibly be generated within each constraint-edge-
connected set of children; those siblings that do not have a path of constraint edges
connecting them could potentially be run in parallel. However, this is an area for
further research: problems arise in connection with privatization, because we must

ensure that statements still reference the correct storage locations.
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Chapter 5

Conclusions

The constrained forward control dependence graph allows us to represent more par-
allelism than that allowed by current parallelizers; we are able to generate nested
parallelism, with parallel loops and paralle! blocks. However, this could produce too
much fine-grained parallelism, which could result in the output program running more
slowly than the input program! Research must be done in the area of cost analysis, so
that a compiler can correctly decide how much parallelism to generate. Tradeoffs be-
tween several factors are involved — the amount of parallelism, the amount of explicit
synchronization, and the amount of extra memory due to privatization.

The tradeoff between parallelization and vectorization must also be examined. On
machines with multiple CPUs and multiple vector or array processors, inner do loops
should probably be vectorized rather than parallelized, but it is not clear what combi-
nation of vectorization and parallelization would be optimal.

The generation of more general privatization and synchronization is another area
for further research. We should also be able to perform loop privatization upon ar-
rays, as well as generate synchronization for all data dependences, not just some loop-
independent data dependences.

An alternative to the copyout statement would be a copyin statement; we believe

that both statements have equal expressive power, but perhaps one is more “natural” to
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use. Another issue that needs to be examined is whether parallelizers can make use of
non-determinism within parallel languages, since non-deterministic parallel constructs
are useful in expressing many parallel algorithms.

Methods for computing data flow and data dependence information for individual
elements of arrays need to be improved; the more precise such information is, the more
parallelism we can generate.

We have implemented our program representation, constrained forward control de-
pendence, in the PTRAN system at IBM Research, along with the privatization and
code generation algorithms; the synchronization algorithm is not implemented. Our im-
plementation of constrained forward control dependence is more general that described
in this thesis, in that it handles most non-structured, reducible code.

We have run PTRAN on EISPACK [SBDG76] and LINPACK [DBMS79), and the
results look promising. However, we do not have any data available for this thesis;

actual measurements will be published later [BCFHS88]. *
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Appendix A
Computing constraints

Algorithm 5 This algorithm computes constraint edges. For every loop-independent
data dependence edge eq = (n,m) in E4(P), call markup-block(e,).
Procedure markup-block(eq):
o If LCA(n,m) = n or LCA(n,m) = m, then do nothing.
Otherwise, by Lemma 2, there must exist two control dependence edges
en = ((LCA(n,m),no),e5) and e, = ((LCA(n,m),mq),e;) in E;(P)
such that no is an ancestor of n in G;.(P), and my is an ancestor of m

in Gy.(P). Add the constraint edge ((no,mo), LCA(n,m),e;).

Algorithm 6 This algorithm computes constraint marks. For every loop-carried data
dependence edge eq4 in E4(P), call markup-loop(ey).
Procedure markup-loop(es):
¢ Let ny, be the do node of the loop that carries the data dependence;

add the constraint mark (ng4,,eq).
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