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Abstract
Developers have long recognized the importance of the con-
cepts underlying the systems they build, and the primary role
that concepts play in shaping user experience. To date, how-
ever, concepts have tended to be only implicit in software
design with development being organized instead around
more concrete artifacts (such as wireframes and code mod-
ules).
Palantir, a software company whose data analytics prod-

ucts are widely used by major corporations, recently re-
worked the internal representation of its software develop-
ment process to bring concepts to the fore, making explicit
the concepts underlying its products, including how they
are clustered together, used in applications, and governed
by teams. With a centralized repository of concepts, Palantir
engineers are able to align products more closely based on
shared concepts, evolve concepts in response to user needs,
and communicate more effectively with non-engineering
groups within the company.
This paper reports on Palantir’s experiences to date, an-

alyzing both successes and challenges, and offers advice to
other organizations considering adopting a concept-centric
approach to software development.

CCS Concepts: • Human-centered computing → HCI
theory, concepts and models; • Software and its engi-
neering→Abstraction, modeling andmodularity; Soft-
ware libraries and repositories; Software configuration
management and version control systems; Require-
ments analysis; Software design engineering; Software
design tradeoffs; Software design techniques; Entity re-
lationship modeling; Software development techniques;
Software development process management; • Com-
puting methodologies → Ontology engineering.
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1 Introduction
This paper reports on a major effort at Palantir, a leading
producer of data analytics platforms used in many domains,
to construct a concept inventory and integrate it into the
company’s development practices.
This effort builds on a theory of concepts developed in a

recent book, The Essence of Software (henceforth EOS) [18],
and outlined in Section 2 below. While EOS focuses on the
detailed design of concepts, this paper addresses the larger
concept development process—how concepts are invented,
harmonized and refactored within a large development or-
ganization. This might be called “concept dynamics”, using
terminology from business strategy that distinguishes “stat-
ics” (the study of game states) from “dynamics” (the study
of game play itself) [14].

Concepts are a vital substrate for cross-team collaboration.
Because teams tend to be organized around ownership of
functional subcomponents of the overall system, concepts
often get stuck in the seams between separate development
teams, and ossify and decay because no one team has the
agency to make changes unilaterally. Small but subtle up-
dates to existing concepts might allow them to generalize to
new workflows, but lacking an understanding of the wider
impact of these changes, teams are often reluctant to engage
in this work, and choose instead to specialize locally, often
reinventing the wheel.

Concepts also play a role for the non-engineers in an orga-
nization, especially those in adjacent functions that require
an understanding of the product such as sales, marketing
and competitive analysis.

This project began at Palantir in 2022, and was led by the
first two authors, the first a lead product manager and the
second a former employee acting as a consultant. Given the
primary role of ontologies in Palantir’s own software, the
strategy was to introduce concepts by augmenting Palantir’s
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internal ontology with the concepts present in Palantir’s
software.

This took the form of a concept repository built in Palan-
tir’s internal instance of its Foundry software platform. Be-
yond the core development functions, customer-facing so-
lutions architects, product marketing, and legal teams all
expressed interest in the concept repository. Much of the
value of the project derived not just from making user-facing
concepts explicit in Palantir’s software, which enabled faster
collaboration across product teams, but from the fact that by
creating a concept object type in Palantir’s internal ontology,
concepts were automatically connected to the rest of Palan-
tir’s internal data. For example, a single concept was linked
to the features and applications it was used by, the teams
responsible for building and maintaining those features and
applications, the bug reports and tickets filed, company-wide
product planning documentation, and many more entities
already present in the internal ontology.

Currently, the concept repository currently holds around
150 concepts, and is used by around 250 employees to refine,
and align, the design of three major products.
The paper explains how the inventory was integrated

into an existing document collection; gives examples of con-
cepts and their evolution; presents some of the successes and
challenges that have emerged to date; and offers recommen-
dations to others who might be interested in expanding the
role of concepts in industrial software development.

2 An Outline of Concept Design Theory
For decades, software engineers have recognized the impor-
tance of the concepts that underlie software systems, but
without a robust notion of what concepts are and how they
might be described and analyzed. The theory of concept de-
sign described in The Essence of Software [18] (EOS) builds on
well-established software engineering ideas, but also extends
them in new directions. In this section, we outline some of
the key ideas; for a fuller explanation readers are referred to
the book [18] and website (https://essenceofsoftware.com).
Concept design starts with the idea that many of the es-

sential qualities of a software system (including its usability,
robustness, maintainability, etc) follow from the functional-
ity of the system and its structure. Concepts offer a way to
define the functionality in terms of reusable, independent
units that are well understood by users and aligned with
their needs.

The idea that a compelling conceptual model is the key to
usability goes back to early work on user-centered design
[25]; what is novel here is (a) the focus on explicit design
of the conceptual model (rather than taking it as given and
focusing instead on a faithful projection in the user inter-
face); (b) decomposing the model into modular parts; and (c)
identifying concepts not just in the data model (that is the

structure of the abstract state) but also in the behavior (the
actions that read and write the state).

The principles of concept design include: specificity—that
each concept should have one clearly defined purpose; fa-
miliarity—that whenever possible a design should reuse a
concept that is familiar to users from other applications; and
independence—that each concept should be defined without
any dependence on other concepts, so that concepts (unlike
features, which often rely on a context of some base func-
tionality) can be grasped one at a time by users, and can be
designed and analyzed separately. EOS offers a particular
structure for defining concepts, and specifying them rigor-
ously as state machines (with each concept having its own
data model and actions).

The purported benefits of concept design include: achiev-
ing clarity and simplicity in design; improving usability by
encouraging familiar, orthogonal and well motivated func-
tions; aligning user experience across products in a family;
and bridging the gaps between different roles so that UX
designers, product managers, engineers, marketers, and so
on, all share the same understanding.

In this project at Palantir, the emphasis has been on iden-
tifying the core concepts of existing products, and making
explicit the processes by which they are developed, refined,
extended and shared. While adopting the central ideas of
EOS in identifying concepts as key assets and placing con-
cept design at the center of development, in our efforts to
see concepts widely used at the company we were reluctant
to expect too much in terms of the exact form in which con-
cepts are described. Moreover, many of the concepts that we
identified are less mutually independent than EOS would
demand. Nevertheless, as this paper reports, we have found
that the introduction of a concept design perspective, with
the explicit articulation of concepts as the elements of design,
is already having some profound consequences.

3 Conceptual Entropy and Complexity
I will contend that Conceptual Integrity is the
most important consideration in system design.
It is better to have a system omit certain anoma-
lous features and improvements, but to reflect
one set of design ideas, than to have one that
contains many good but independent and unco-
ordinated ideas.—Fred Brooks [3]

Palantir has three main products—Foundry, Gotham and
Apollo—developed by more than 1,000 software engineers
working closely with product managers and designers. Like
most other software development organizations, the com-
pany has seen a substantial increase in the complexity of its
products and processes over time.
As of April, 2023 these products consist of 130 discrete

user-facing applications which in turn rely on 2,800 discrete
backend services. The source code for these components
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lives in 1,700 individual Git repositories, the largest of which
contains nearly 9M lines of code. In the first three months
of 2023, 1,300 contributors merged 20k pull requests. Includ-
ing 480k automated contributions, the total diff during that
period was 54M lines of code.
Increases in complexity are inevitable as a company and

its products grow in size and capability. We have come to
believe, however, that although much of the complexity of
Palantir’s products is an inevitable consequence of their
power and flexibility, there are other respects in which com-
plexity might be significantly reduced with positive impacts
for both users and developers [7]. Such complexity obscures
important opportunities to improve our products. While we
continue to increase the power and flexibility of our products
dramatically, it has been harder to maintain clarity and con-
sistency, both within and across products. As a result, users
can struggle to learn how to use our products and to exploit
new features effectively. We have noticed in particular a
growing class of bug reports that cannot be easily attributed
to particular parts of the code, but which correspond instead
to conceptual flaws and inconsistencies that cross module
(and even product) boundaries.

The result is that what aspires to be a tightly integrated
suite of products built around a core of common ideas slowly
transforms into a collection of seemingly disconnected prod-
ucts that become increasingly fragmented over time. The
underlying conceptual problems are often signaled by confus-
ing terminology. As one user of our system noted: “Foundry’s
language has become more inconsistent. Similar features
have different descriptions or just work differently overall.
[Pipeline] Builder’s ‘master’ branch is called ‘main’, and its
‘branches’ are called ‘sandbox[es]’. As we move across differ-
ent apps, it confuses us why features which are intended to
do the same thing are named differently. It breaks our mental
model and interrupts our workflow.”
Palantir is not alone in facing the challenge of aligning

products across a diverse family. Regarding Google’s prod-
ucts, technology reporter Casey Newton advised in a Sep-
tember 2022 tweet [24]: “Google Reminders are now Google
Tasks. To create a Reminder, use Calendar. To create a Task,
use Gmail. Do NOT use Keep. Hope this helps.” The history
of Google’s messaging apps likewise documents fifteen years
of unfettered expansion [2].

These problems are not due to a lack of sophistication in
tooling. Almost all companies have systems, often highly
customized, for source code management, continuous inte-
gration, continuous delivery, live upgrades, realtime observ-
ability, issue tracking, project management, and customer
feedback. Most of these tools, however, support the addition
of new features that expand a product—and, indeed, we can
now build products and grow them faster than ever before.
But contractionary pressure is somehow harder to muster
and support. Even at Meta, a notably centralized product or-
ganization, harmonizing three messenger apps took years of

sustained focus and commitment from thousands of people
[16], and this was within a category (chat) whose concepts
are unusually stable and well-understood.
To address these problems, we believe attention must be

redirected towards the concepts that underlie our products:
the essential elements of functionality that characterize the
products and that users need to understand in order to use
them. In our diagnosis, inconsistencies within and across
products are often the result of different concepts being
used for the same functionality, and the difficulties of users
in exploiting functionality arise from unclear or needlessly
complicated concepts. Complexity outpaces functionality
when concepts proliferate and are degraded by special cases
and unnecessary couplings.

By analogy to physical systems that suffer a loss of struc-
ture over time, we call this phenomenon “conceptual entropy.”
In its simplest form, conceptual entropy is the number of
concept pairs that involve duplication or confusion: two
concepts that share the same name but have different mean-
ings, or that each share the same meaning but have differ-
ent names. Loss of uniformity and clarity also contribute
to conceptual entropy, as seemingly arbitrary accretions of
functionality complicate and corrupt concept structure.
Just as the entropy of a physical system will tend to in-

crease over time, so the conceptual entropy of a software
system will increase too as new features are added, features
are intentionally changed, refactorings introduce subtle dif-
ferences to features, and organizations acquire other prod-
ucts and codebases. And just as reducing the entropy of a
physical system takes work, the same is true with software—
decreasing conceptual entropy is not free.
Technology trends impact growth in entropy. In our ex-

perience, microservice-oriented architectures may increase
the growth rate if applications are overly coupled to a single
backend service, while GraphQL can decrease the growth
rate by making concepts spread across many microservices
more accessible to individual applications.
But technology alone will not create the contractionary

pressure necessary to develop large-scale integrated prod-
uct suites. The only way to address entropy effectively, we
believe, is to recognize it as a critical kind of technical debt,
and to make sure that the evolution and extension of func-
tionality is accompanied by a concerted effort to “condense”
and clarify the underlying conceptual structures.
In Mythical Man Month [3] (and later in his “Silver Bul-

let” paper [4]), Brooks argued that the design of conceptual
structures was central, and that strong concepts were the
key to taming complexity. This observation rings true to any-
one who has worked in large-scale software development.
And yet, fifty years after Brooks first made this observation,
there are few methods and tools for measuring and manag-
ing conceptual integrity. In this paper, we describe a tool we
have deployed at Palantir to make concepts central in our
development, to counter the increase of conceptual entropy,
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and to reorient us toward the holy grail of modern software
development: achieving conceptual integrity at scale.

4 An Example Concept
To make the idea of concepts concrete, consider the Clip
concept (discussed in Section A). The need for the concept
arose from a difficult dilemma. Users wanted to embed vi-
sualizations of data in presentations. Including a live link
whose displayed content updates dynamically offers the ad-
vantage of attribution and consistency. But it also introduces
new problems: when the referenced content is not acces-
sible, no data would appear; and sometimes presentation
authors want to snapshot the referenced content to prevent
the risk of it changing unexpectedly during a high-stakes
presentation.
The solution to this dilemma was to invent a new con-

cept, called Clip, that incorporates both options, allowing a
presenter to embed a link and make flexible decisions later
on whether the displayed content should correspond to the
latest state or an earlier snapshot. This example illustrates
several key distinguishing qualities of concepts [18]:

• User-facing. A concept represents functionality that
is experienced directly by the user, and not a code mod-
ule whose impact on the user can only be understood
in the context of how that module is called. The Clip
concept’s functionality spans multiple different code
modules but is experienced by the user as a single set
of affordances.

• Functional. A concept is characterized by its func-
tionality, and not how that functionality is visually
presented in the user interface. So concepts will often
correspond closely to backend services, although the
mapping from concepts to services may not be one to
one. The Clip concept is rendered in a number of differ-
ent ways, but retains a consistent identity regardless
of its visual representation.

• Behavioral. A concept may sometimes be associated
with an object-oriented class or an entity in a data
model, but this is neither necessary nor sufficient. A
concept embodies a dynamic behavior that typically
involves multiple objects, and encapsulates its own
data model. As an example, the Clip concept can be re-
freshed from anywhere in the system, can reference a
diversity of resource types (e.g. map sections or object
views), and can be embedded into multiple resources.
Understanding these behaviors holistically is critical
to using the Clip concept effectively, even though users
who use clips may be unfamiliar with the data struc-
ture of the Clip.

• Independent. Unlike features, concepts are not de-
fined with respect to some base functionality, but can
be understood independently of other concepts, even
if typically used in combination with them. The Clip

concept may be used with a Post concept or some kind
of Presentation concept, but the user’s mental model
of clips is distinct and uncoupled from these.

• Purposive. A concept has a purpose that motivates its
design, and addresses a particular user need. Having
a purpose is key to assessing the value of a concept,
and explaining to a user what the concept is for. The
Clip concept has a clear purpose of letting users embed
segments of a given resource within another derivative
resource while maintaining the linkage between the
source and destination.

• Reusable.Most concepts can be applied in multiple
contexts, across apps and within apps. Although con-
cepts are implementation independent (so that a single
concept can have multiple implementations), a sin-
gle concept implementation can be reused in many
contexts, so long as the implementation carefully pre-
serves the independence of the concept (for exam-
ple, by using type polymorphism appropriately). The
Clip concept provides a consistent experience across
a heterogeneous set of sources (text, images, maps,
videos) and destinations (documents, presentations,
posts, emails).

• Valuable. The concepts that are developed by a com-
pany over time as it builds and refines its products com-
prise the value that the company brings to the market.
Concepts also embody the experiences and insights
of developers not only in the behaviors and features
they include but even in those they exclude. And be-
cause concepts are user-facing and evolve in response
to user needs, the design knowledge associated with
concepts includes lessons learned not only from the
challenges of implementation but also from the users’
environment in which the concepts are used. The Clip
concept provided value by synthesizing disparate in-
sights from the many precursor concepts TextSnip-
pet, MapSlide, and VideoClip into a single concept and
by strengthening the application suite by promoting
cross-application connectivity.

5 Developing the Concept Inventory
The source of life which you create lies in the
power of the languagewhich you have—Christopher
Alexander [1]
Despite the efforts toward “central planning,”
language (especially its everyday spoken form)
stubbornly tends to go on its own rich, multiva-
lent, colorful way.—James Scott [33]

5.1 Implicit Use of Concepts in Design Work
Within Palantir, development activities fall into several cate-
gories: creating a new application that belongs to an ecosys-
tem of existing applications; adding new functionality to
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existing applications; or consolidating the functionality of
multiple existing applications into a single application or
feature. Product managers, designers, and engineers engage
with concepts in all of these situations, though traditionally
the concepts have not been made explicit, and have not been
treated as existing in their own right independently of the
other concerns of the software at hand.

This conceptual work, until now only implicit, but never-
theless a critical part of all these categories of development,
has primarily involved three distinct workflows:

• During design, performing a “prior art” search to build
context from older design mocks, understand the be-
havior of existing applications and features, explore
the external landscape of production and experimen-
tal software outside of Palantir, synthesize documents
written by colleagues in the past (often years and even
a decade prior), and extract lessons and ideas for the
design at hand;

• In response to reports of unexpected behaviors and UX
problems, uncovering and resolving “concept bugs”;

• In evaluating new design proposals, building an intu-
ition for how conceptually complicated the proposed
software would be for end-users.

Prior-art searches serve the need to precisely understand
the current state of a software system’s concepts and func-
tionality and the path it took to reach that state. They are
archaeological explorations that at first take the form of a
scratchpad of links, diagrams, quick notes, etc., and which
then transition into a synthesis of the software system’s con-
cepts relevant to the goal at hand. Along the way, concept
bugs emerge and are described in detail.
Examples of common concept bugs include concepts in

different parts of a software system that share the same name
but which have different meaning, concepts that share the
same meaning but have different names, and unmotivated
concepts that needlessly add complexity without providing
the user any additional affordance. Additionally, the effort
of precisely describing the present state of relevant concepts
grounds the determination of how conceptually complicated
a newly proposed feature or application will be.
At Palantir, although product managers, designers, and

software engineers regularly wrote documents focusing on
the concepts that comprise a piece of software, no shared
language existed for structuring these documents and nam-
ing the concepts. Individual concepts existed, but the idea
of a concept did not. The concepts, despite their centrality,
did not exist as distinct entities apart from a specific im-
plementation, and relationships between concepts and the
features and applications that used them were not explicitly
represented or tracked.

5.2 Formalizing Concept Representations
Our first, and most significant, step was to augment Palan-
tir’s internal ontology (i.e. the company-specific data model,
backing store, and associated API endpoints for manipulat-
ing that data) to include concepts and relate them to existing
entity types such as employees and software applications.
Internally, Palantir uses its Foundry software—software

deployed to both commercial and government customers—
to manage its ontology and run various business processes.
Within that ontology, all software features, applications, ser-
vices, capabilities, as well as products (including Foundry,
Gotham, and Apollo) are represented as instances of a sin-
gle platform component entity type. Other entity types are
linked to platform components, such as employees. For ex-
ample, an employee might be a leader of a team of developers
responsible for supporting the Object Storage v2 service.

Adding concepts to the ontology of entity types allowed us
to formally represent both which concepts existed and which
platform components used which concepts (see Fig. 1). Fur-
thermore, the concept entity type allowed external resources
(including design mocks in Figma, prior art search and syn-
thesis documents in word processors, and hand-drawn con-
cept sketches) to reference and be referenced by the concept
they illustrated. For example, we reified the concept of a List,
a “user-curated grouping of information intended to support
decentralized knowledge management”.

EOS [18] presents a different kind of concept graph that de-
scribes dependencies between concepts, in which the nodes
are concepts alone, and an edge from a concept A to a con-
cept B means that the inclusion of concept A only makes
sense if concept B is included also. Given that we already
had an extensive ontology of components, documents, fea-
tures etc, it made more sense for us to augment our existing
graph with concepts, showing the role they play with respect
to these other entities. In future work, we plan to explore
whether this concept dependence graph might be extracted
from our graph, or whether adding it explicitly might be
useful.

5.2.1 Concept Properties. Formalizing the representa-
tion of concepts in Palantir’s internal ontology required de-
ciding what properties ought to comprise a concept. We
found that the most useful structure was simply to require
two properties, a name and description. In EOS [18], con-
cepts have a more elaborate structure (including, in addi-
tion to the name, a purpose, an operational principle, and
state/actions). Motivated by feedback from users, especially
product managers, we sought to simplify the data structure,
lessen cognitive load, and enrich concepts by linking to ex-
ternal resources as needed. This had the added benefit of
allowing for many people to contribute to a concept’s contex-
tualization over time without needing to achieve consensus
about how to edit essential properties.
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Figure 1. A screenshot of a graph of concepts, concept clus-
ters, and resources as represented by Palantir’s Foundry
software system. The List concept (blue, in the center) is
referenced in various resources (red), including documents
such as Lists Literature Review, and screenshots of existing
software such as Gotham Search Lists Results, and in the Ob-
ject Explorer and Browser platform components (orange), and
it belongs to the Knowledge Management cluster (green).

5.2.2 Concept Aliases. Standardizing a language of con-
cepts requires people to learn new terms for existing ideas.
No one person knows all the new terms, so a means of dis-
covering what a familiar concept is now called is essential.
Alternate names for concepts, which we called aliases, were
our solution. They allow a user to search for “Snippet” or
“Snapshot” (for example) and discover that what they’re seek-
ing is actually named “Clip”.
Aliases may seem at first to be counterproductive. After

all, having multiple terms associated with the same concept
may be confusing, and seems counter to the important role
that good naming plays when socializing ideas (whether in
concept design or code) [15]. Aliases were introduced to
support a transition from informal terms for concepts to a
formal, organization-wide language. They allow for gradual
adoption of canonical names for concepts by mapping multi-
ple familiar terms to a canonical concept name, and allow
external terms for the same concept to be incorporated.

5.2.3 Concept Sketches. Taking inspiration from Alexan-
der’s presentation of his pattern language [1], we embraced
the concept sketch as a visual representation of a concept (see
Fig. 2). A sketch can convey ideas that would be laborious to
explain with text, so leading with pictures helped make the

concepts immediately accessible. We often draw sketches
that bring several concepts together, allowing relationships
between concepts to be shown visually.

Figure 2. An example concept sketch for the Databank con-
cept, which is used by users building data pipelines that back
entity types in an ontology.

5.2.4 Concept Clusters. We introduced a notion of con-
cept clusters to represent groups of concepts that are the-
matically related. Given that individual concepts can be
quite granular, we needed a coherent but lightweight or-
ganizational layer above concepts that facilitated conversa-
tion about groups of concepts that frequently featured in
planning, designs, feature requests, and other discrete work
items.1
Examples of concept clusters essential to product devel-

opment work within Palantir include:
• Files, Media and Attachments
• Data Entry and Tagging
• Ontology-Oriented Programming
• Collaboration
• Security
• Knowledge Management
• Search & Discovery
• Object View Consistency
• Integrations, Federation and Writeback
• Data Transformation and Pipelining

Beyond a desire to simplify discourse about concepts, con-
cept clusters were motivated by a desire to have specific prod-
uct managers and designers own important cross-cutting
concerns. Previously, product managers were responsible for
1The concepts in a concept cluster are typically used together; the clustering
thus provides an approximation of the more detailed dependency graph
of the kind advocated in EOS, which lets you define the dependencies of
individual concepts, but is not symmetric, so that a dominant concept and
an optional concept often used with it can be distinguished.
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an application or a group of applications; concept clusters
were often owned only implicitly if they were owned at all.
This was intuitive because applications have more or less
clear boundaries, both in source code and in user interfaces,
but it was deficient as an organizational structure because it
failed to demarcate who was responsible for cross-cutting
concepts used by many applications, capabilities, and fea-
tures. As described above, Palantir’s software products strive
to offer a cohesive user experience across many different ap-
plications that make up a single product offering. Conceptual
consistency is key to avoiding a fragmented user experience
as users execute complex workflows that traverse multiple
applications.

We included the notion of concept clusters so that a prod-
uct manager could be made responsible not just for an ap-
plication, but also for a concept cluster. The product devel-
opment organization could now know who the responsible
person was for a given collection of related concepts.

The reverse was also true: thanks to the relation between
concept clusters and concepts (and between concepts and
platform components), a concept cluster owner could easily
understand which other product teams should be consulted
when a concept or concept cluster needed to evolve to meet
business demands. This was helpful especially when people
shifted responsibilities—historically, people were implicitly
associated with concepts long after they were explicitly re-
sponsible for them, and while this provided some continuity
and consistency, it ended up with longer tenured employ-
ees accumulating concept baggage over the courses of their
careers.

Concept clusters also afforded a new area of career growth
for product managers, which we discuss later in Section 7.

6 Concepts in Action
“Getting there (dynamics) is completely different
than being there (statics). This is a distinction
not only for academics but for practitioners as
well.”—Hamilton Helmer [14]
“Philosophers have long wanted to understand
concepts, but the point is to change them so as to
make them serve our purposes better.”—Richard
Rorty [31]

Software development is an iterative process. Concept design
is no different. Concepts are not static—they are subject to
evolutionary pressure and the rate at which a given company
can evolve its core concepts will often determine whether it
succeeds or fails in the market.

As a higher-level construct, concepts evolve more slowly
than the underlying source code. Because they are tradition-
ally represented less formally than source code (if at all),
disagreement about what concepts truly are and how they
relate can fester invisibly, corroding the integrity of the prod-
uct and eroding trust between teams. And because they are

abstract and can evolve implicitly as code itself evolves, con-
cepts can become distorted during the development process
as microdecisions during the implementation process favor
short-term feasibility over long-term value.
To remedy this, the process for evolving the concepts

and concept clusters must be treated as an integral part of
the development process. Changes to the concept inventory
must be orchestrated with the same rigor as changes to the
underlying source code in order to avoid persistent miscom-
munication. Just as with source code, ownership and review
processes are critical aspects of an operationally relevant
concept inventory. Changes need to be ratified by a central
lexicographic authority; the current inventory needs to be
easily queried by all members of the development team; ma-
jor changes need to be disseminated proactively; and linguis-
tic accuracy needs to be enforced through a decentralized
culture of conceptual precision.
The development process must be extended so that it is

always clear which concepts have been ratified but remain
unbuilt and which concepts have been implemented and
released. Because concept development generally precedes
software development, valid concepts often lie dormant for
many months, or even years, before their development is
prioritized. This is especially true when introducing an en-
tirely new concept cluster that may represent years of only
partially parallelizable development effort.

6.1 Concept Invention
Inventing a novel concept and delivering it to users is one
of the true joys of product development. In our experience,
the inspiration for a new concept often comes from one of
two sources: the skeuomorphic incorporation of a physical
artifact from the user’s domain or an overarching system
metaphor (skeuomorphic innovation), or synthesizing two
existing concepts into a third concept (dialectical innova-
tion).

In all cases, though, good concepts serve a purpose—they
are teleological, not just semantic, entities. A concept is al-
ways an invention. Even a concept that is not innovative
was invented, by someone, at some earlier point. This is one
respect in which the word “concept” can have inappropriate
connotations because of its usage in other fields. Whereas
for a philosopher the term refers to classifications or mental
constructions that point to existing entities (the “concept of
a dog”), for the software developer, concepts are hard-won
inventions with real economic value [30]. The Folder con-
cept in today’s file systems may seem to us now so natural
that it’s easy to forget the effort that went into creating and
refining it (from its origins in early operating systems such
as Multics to its modern variants in MacOS and Windows).

6.1.1 Skeuomorphic Concept Invention. A major rea-
son why inventing new concepts is risky is that they might
be too foreign for users to grasp. For as long as programmers
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have created new interfaces, they have turned to skeuomor-
phism to bridge new concepts to what users already know.

When the implementation of a concept resembles a thing
that users are already familiar with, it’s easier for users to
reason about its affordances. At Palantir, for example, our
ontology system was designed as a skeuomorphic parallel to
the classic “detective’s pinboard” (see Fig. 3). In contrast, the
semantic web seems to have had no such parallel, perhaps
explaining why (despite great interest in the early 2000s) the
idea didn’t gain traction in industry.2

Figure 3.Almost every one of Palantir’s early customers had
one of these pinboards hanging in their meeting rooms. The
ubiquity of pinboards, also known as evidence boards, is such
that the general public is well-acquainted with them through
movies and television as shown here in this collection of
examples from The Vault of Culture publication. [12]

Our original Graph concept was a digital representation
of this physical analogue (see Fig. 4)—which allowed us to
make progress on developing an ontology starting with the
user experience, rather than the technology (following Steve
Jobs’s advice that user needs should set technology direc-
tions, and not vice versa [20]). Our skeuomorphic approach
grounded the system development, and also allowed us to
introduce increasingly nuanced ontological concepts while
anchoring them to existing workflows in the physical world.
Skeumorphism often applies to ontology design itself—

the idea of a “digital twin,” so popular in industry, relies on
the simple fact that representing the physical attributes of
an organization is dramatically simpler than representing
higher-level aspects like business processes and culture.
2A concept may take on visual features of a familiar physical object, but
have a different purpose and behavior (or have a similar purpose but a
different visual representation). For example, the Macintosh Trash concept
adopted a familiar icon, helping users understand that they could delete
files by moving them to the desktop trashcan. But the real purpose was
not to allow deletion of files but undeletion [18], and the analogy to the
physical trashcan offered no help with this. Similarly, while the UI of a
ChatRoom does not physically resemble a room of a building, it does help
users understand how it separates different activities.

Figure 4. Top: an earlier version of Gotham’s graph ap-
plication relies on skeuomorphism to acquaint the user
with key concepts, and helps them grasp the utility of non-
skeuomorphic concepts (such a the interactive timeline at
bottom). Below: a more recent version of Foundry’s graph
application relies less on skeuomorphism since, during the
time between Gotham and Foundry’s launches, users had
becomemore familiar with graph-based modes of interacting
with data.

6.1.2 Dialectical Concept Invention. Concepts can also
be invented as part of a classic dialectical process where
new concepts are introduced in reaction to prior concepts—
often synthesizing two previously oppositional concepts.
This mechanism is often how the most novel concepts are
developed. And, from a business perspective, concepts devel-
oped in this manner are often key sources of differentiation.

A concept that stands out as having been invented in this
manner is what we call a Stencil, which synthesizes elements
of the Form and Template concepts (see Fig. 5).
Traditionally, forms are used for structured data entry,

while canvas-based editors are used for unstructured doc-
ument creation. Data created via forms is most commonly
consumed using a tabular UI (e.g. as a Google Sheet) while
documents created via a canvas-based editor are generally
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Figure 5. A concept sketch made during the process of creat-
ing the Stencil concept, indicating the relationship between
a Form, a Template, and a Template Library.

Figure 6. Stencils allow users to fill out a structured Form
and produce a slide according to a Template.

reviewed in the application which was used to create the
document.

To enforce consistency, most canvas-based editors provide
a concept of a "document template" which can be used to
bootstrap a new document. Unlike forms, however, templates
do not maintain their shape over the document lifecycle mak-
ing them ill-suited for representing structured components
of the document.
Inspired by PDF Forms, the Stencil concept incorporated

aspects of these two concepts by embedding form fields as
elements within a document template and allowing these
fields to be edited from either the form interface or canvas
interface. As a result, document authors were able to boot-
strap their document by filling out a form while still having
the ability to create unstructured content within the docu-
ment body while reviewers could consume data in both a
document-oriented format (good for reviewing a single sub-
mission) as well as a tabular format (good for higher-level
analytic workflows).

Using a stencil, just filling out a basic form autogenerates
a correctly styled document, improving visual consistency
across documents of a given type while also reducing the
time users spent futzing with styling (see Fig. 6).

In addition, by synchronizing the Stencil and Object con-
cept, producing templatized document exports for entities
became as simple asmappingObject properties to Form fields;
edits to these form fields could even be synchronized directly
with the object, enabling novel ways to solicit object data
edits from users and programatically generate templatized
documents.

6.2 Concept Refinement
Over the course of the development of a product, its con-
cepts evolve. Sometimes, a concept is refined or clarified; a
single concept may also be split into a cluster of related con-
cepts. More often, multiple concepts within a cluster evolve
together, via some combination of additions, refinements
and deprecations, with changes in one being balanced by
changes in another.

In the appendix, we present in more detail two examples
of concepts that evolved over time as product development
teams realized the need to generalize application-specific
concepts (A) and change multiple related concepts simulta-
neously (A).

7 Assessing Impact
“It doesn’t matter whether a cat is black or white,
as long as it catches mice.”—Deng Xiaoping [37]

Anyone who has worked for a large company will recognize
the challenges involved in making significant changes to the
development process. Indeed, we see the core contribution
of our paper being the lessons we have learned (and the
recommendations that follow) from this experience.
No matter how attractive a design theory may seem in

the abstract, its ultimate test will be the quality of the results
it produces: the experiences of users, the ease with which
developers can extend and adapt functionality, and so on.
It is too early for us to be able to offer any definitive

conclusions about such impacts, but we can report on some
promising early signs that our work is bringing benefits.

7.1 Early Benefits
7.1.1 Uptake of Concept Entities. Foundry tracks each
entity’s users, so we’re able to watch the growth in the use of
concepts as an entity type in the ontology. Back in January
of this year, there were barely any ongoing users of the new
concept entities, even though many had been added to the
ontology. Now there are about 250 regular users within our
development organization who read, write and query about
150 concepts. For comparison, the most widely used entity
type is employee, which currently has about 1,500 users.

7.1.2 Product Documentation. Organic adoption of con-
cepts has percolated into product documentation, with many
products maintaining an externally available user-facing con-
cept inventory which is used to introduce the key concepts
required to use a given application or product. As examples,
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both Palantir’s Apollo DevOps platform and Foundry Time
Series functionality document their concepts explicitly.

7.1.3 Career Growth for Product Managers. One of the
challenges for product managers as they progress in their
careers is that they typically have few opportunities for pro-
motion unless they disengage from product management
work and oversee teams instead. We were hopeful that in-
troducing concepts might address this problem, and allow
product managers with deep technical expertise to be pro-
moted while still contributing to design. We have already
seen signs of this happening. One particular product man-
ager, for example, has been given ownership of a cluster
of concepts associated with cross-system functions such as
authentication and network policies. This has given him the
ability to influence multiple products and to play a major
role simplifying the system integration experience. Prior to
the introduction of concepts and concept clusters, this au-
thority would have been informal, creating misalignment
and creating friction in his work.

7.1.4 Visibility for Non-engineers. In most organiza-
tions, roles are siloed, and communication between functions
is limited. Consequently, design work that could benefit from
the expertise of different roles becomes fragmented and is
executed inconsistently with nobody having full ownership.
Within Palantir, one particular challenge has been a lack of
visibility into the engineered systems by those playing more
client-facing roles. People writing proposals to clients that
would tout the benefits of particular capabilities of Palantir
products had no easy way to access descriptions of those ca-
pabilities. It turns out that those capabilities are well aligned
with product concepts. Now that the concepts at the heart
of our products are clearly documented, along with their
relationships to the products and the teams that can provide
additional information about them, writers can more easily
find the information they require, and then follow up with
engineers if they need more.3

7.2 Adoption Challenges
The value of any inventory and its associated search engine
depends on whether there’s material worth searching for.
The existence of years of documents, design mocks, and
other resources created across Palantir was ready fodder for
bootstrapping the corpus of concepts and clusters.

At first we sought the help of product managers (PMs) to
translate existing documents into more formal concept and
cluster descriptions. This failed for two reasons. Gathering
resources and synthesizing a precise description of a concept
or cluster takes time and effort. Although the entire organi-
zation benefits as a result, the author hardly benefits since
3When we passed our paper by our IP team for approval, they noted that
their work too is often impacted by concepts having inconsistent nomencla-
ture or shifting over time, and that a more conceptual view of functionality
would help them determine when there are new issues to consider.

they already are familiar with the ideas at hand: a classic col-
lective action dilemma. Second, it was difficult to convey the
utility of the project to someone if we couldn’t show them a
rich corpus of concepts, clusters, and their relations already
in existence. We called this the “bootstrapping” problem.

The bootstrapping problem was straightforward to solve—
we simply entered the first hundred concepts and dozen
clusters ourselves. What we had assumed would take a long
time merely required a few hours since we already had deep
familiarity with a wide range of concepts, and we knew
where historic and current documents and diagrams about
those concepts resided.

The collective action problem of convincing others to vol-
unteer their time to augment the concept inventory was
harder, and, truthfully, is still a work in progress. Two efforts
show signs of working. One is the alignment of organiza-
tional responsibility of PMs along the lines of clusters, which
was discussed earlier in this paper. The other is building sim-
ple plugins or extensions for apps that PMs and other roles
use every day. For example, we built an extension for the
design software used across Palantir that lets users sync a
concept sketch to Palantir’s internal Foundry instance, along
the way linking it to an existing concept. This dramatically
reduces the time required to enrich the corpus of concepts
and clusters. Since users don’t have to leave the app they
are already using, the cost of contributing falls. We proto-
typed a similar extension for a document editing application
used at Palantir, which would allow a PM to sync documents
to Foundry and link them to the appropriate concepts or
clusters.

8 Recommendations
Our experience suggests some recommendations for other
organizations that might want to deploy concepts at scale:

• Inventory your Concepts. Set up a centralized inven-
tory of concepts that can be easily accessed, searched
and updated. At Palantir, we used our own software,
but any shared document repository (eg, using Notion,
Airtable, Google Docs, etc) should suffice if carefully
structured and managed.

• Focus on User Need. Concepts should describe co-
herent, independent units of functionality, and should
be driven primarily by user need (“ideas users must
understand to use our software”), rather than by archi-
tectural concerns but may also include non-user-facing
ideas essential to the development process.

• Record Concept Relationships. Cluster concepts
into groups, and record their associations with teams,
products and code modules. Include informal materials
in the inventory. Sketches in particular seem to help
communicate concepts intuitively.

• Resist Perfectionism. Prefer inclusion in the inven-
tory over correctness of individual concepts: better
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to have placeholders for concepts that have not been
fully elaborated or clarified than to hide them.

• Invest in Names. Choose good concept names, and
use them consistently in other documentation. Allow
aliases to accommodate different names for the same
concept, especially names used for the same concept
externally.

• Focus on Value. Seed the concept inventory by focus-
ing on breadth and what’s pragmatically useful. Avoid
adding concepts for the sake of completeness alone.

• Teach your Organization. Create an accessible intro-
duction to concepts that covers what concepts are, the
role they play in meeting the organization’s needs, the
practical value of curating a concept inventory, who
will be responsible for concepts, and how the organiza-
tion will recognize and incentivize concept ownership.
Cultivate alignment among product managers, devel-
opers, and designers about how to communicate about
concept bugs.

• Use Concepts when Planning. Incorporate concepts
into existingwork planning and task tracking processes—
achieve conceptual integrity via strategic integrity [35].
Quarterly planning should reference priority concepts,
and tickets should be linked to concepts when appro-
priate.

• Find Concept Owners. Assign staff to the curation
and maintenance of the concept inventory. Identify
owners for concept clusters and treat concept develop-
ment, refinement, deprecation, debugging, and main-
tenance as core responsibilities for product managers
(or whichever role is appropriate for the particular
organization).

9 Background and Related Work
“I have consistently saved time and made better
products by using BDUF (Big Design Upfront)
and I’m proud to use it, no matter what the XP
fanatics claim. They’re just wrong on this point
and I can’t be any clearer than that.” – Joel Spol-
sky [36]

9.1 Agility and Software Design
A rush to agile methods has sometimes thrown the baby out
with the bathwater [22]. In our view, this is most apparent
in the encouragement to start coding as soon as possible and
to reject what is described derisively as “big design upfront.”
Many software projects indeed suffered from creating elabo-
rate design documents whose volume and detail were often
not accompanied by similar levels of clarity and simplicity.
Consequently, developers found themselves having either to
implement needlessly complex functionality, or had to fill in
holes in a vague design document without a full understand-
ing of the system-wide consequences of their decisions.

The solution to this problem, in our view, is not less design
but better design. Our process places design at the center
of development, but differs crucially from traditional pro-
cesses in three key respects. First, our design artifacts focus
on concepts (namely on abstract functionality), and do not
detail every aspect of user interaction, which is often more
effectively addressed in prototypes and in code itself. Second,
our design artifacts are small and modular; we use concepts
to embody the shared design assets of our products, and we
do not construct monolithic design documents that contain
all the design details of entire products. Third, our design
artifacts are integrated into the development process, and
evolve with it, acting as repositories of knowledge gained
from the experience of users and developers in response to
design decisions over time.

9.2 Capability vs. Productivity
Companies are often reluctant to invest in process improve-
ments because of the short term costs, and may even cut
back on capability investments, misreading a boost in pro-
ductivity that follows for a positive sign, when in fact it is
the harbinger of a longer term decline [29]. In software de-
velopment, the notion of “technical debt” draws attention to
the risks that short term expedients can incur.
In our effort, we sought a balance between the costs and

risks of a change in process (and potentially burdensome
additional work) on the one hand and a capability invest-
ment that we believe will be of great benefit to our products
and productivity in the future. This balance was achieved
by gradual insinuation of concept design practices into our
development workflows, and by using our ontology to inte-
grate concepts into our existing documentation structures,
leveraging the design documents we already had rather than
requiring wholesale reworking.

9.3 Objects, Roles, Views and Aspects
Concepts can be readily implemented in conventional lan-
guages. That said, concept structuring differs from object
orientation and requires developers to adapt their perspec-
tives. The key idea of OOP is to collect together in a single
module all the behaviors associated with an object. With
concept-centric design, in contrast, the same object identifier
appears in multiple concepts, each governing a collection of
behaviors that fulfill a particular purpose. A user’s password,
display name, and recent likes, for example, which might
all belong to a single object in a classical object-oriented
design, would likely appear in different concept modules:
password in Authentication, display name in UserProfile,
likes in Upvote.

In this respect, concept structuring is yet another approach—
along with views [17], roles [28], subject-oriented program-
ming [13], aspect-oriented programming [21] and others—
that critiques OOP for conflating the identity of an object
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with its involvement in behaviors, and seeks a different mod-
ularization for better separation of concerns [8].

9.4 Pattern Languages and Design Systems
Christopher Alexander’s idea of patterns [1], in which stan-
dard solutions to recurring problems are named and de-
scribed, first influenced programming through the Gang of
Four design patterns, which were archetypal solutions for
certain problems (mostly related to removing coupling) in
object-oriented code [11].
A similar idea can be found at a higher level in architec-

tural “styles,” in which software architectures can be classi-
fied into various known patterns [34]. By adhering to par-
ticular styles, developers are able to ensure some desirable
functional properties, use tools more effectively, and avoid
the complexity that arises from ad hoc structuring.

Software design patterns and architectural styles both fo-
cus on implementation structure. At the UX level, patterns
are emerging under the rubric of “design systems,” which are
collections of visual design elements along with guidelines
or standards for how they are to be used. Design systems usu-
ally aim to bring more consistency to visual design across
a company’s products, or across applications that run on
a particular platform. Design systems have their origin in
Apple’s Human Interface Guidelines (1978), but did not be-
come popular until Yahoo’s Design Pattern Library (2006),
followed later by Google’s Material Design (2014).

A design system typically includes a library of user inter-
face elements, descriptions of common patterns of usage, and
sometimes also graphical components for use in wireframing
tools such as Figma. Design systems focus exclusively on the
concrete user interface whereas concepts, like Alexander’s
work, address patterns in deeper functionality. They also
tend to be focused on particular UI widgets and their proper
usage, rather than being grounded in particular user needs.
So the entry on progress indicators in Google’s system, for
example, does not offer the advice that users should be able
to cancel a long operation (although Apple’s guidelines do
mention this); in the entry on date pickers, neither Apple’s
nor Google’s guidelines address how to input a date range.

9.5 Domain-driven Design
Like concept design, domain-driven design [10] seeks to ori-
ent the code around abstractions that are grounded in the
world of the user. But whereas domain-driven design focuses
on structures in the problem domain (in line with its precur-
sors, most notably OMT [32] and, earlier, JSD [19]), concept
design recognizes recurrent structures in the functionality
invented by designers to address user needs.
Domain-driven design suggests that ideas for software

features and ways of implementing those features can be
plucked from the fabric of a domain. In contrast, concept
design allows for pure inventions without precedents in the
domain. The boundary between discovery and invention is

not always so clear, however, since a concept may have been
invented in the physical world prior to computerization (as
with the pinboard example of Section 6.1.1).

Domain-driven design’s “ubiquitous language” plays a sim-
ilar role to the language of concepts in providing a shared
vocabulary and shared elements across a development team.
But whereas domain-driven design is reluctant to encourage
sharing across teams or products (with its notion of bounded
context intending to provide firewalls between them), con-
cept design highlights the sharing of key behavioral struc-
tures, in order to achieve alignment, consistency across prod-
ucts and reuse of expertise. The risk of introducing coupling
between teams is addressed in concept design not by discour-
aging sharing, but by requiring that the shared concepts are
independent of one another, and use types that are (unlike
the entities of a domain) polymorphic and independent of
any particular domain. In this way, concept design is helpful
when building software that spans different domains. For
example, the concept of Clips (A) is used across multiple
Palantir applications that serve diverse user bases across
multiple domains.
At Palantir, product development teams chiefly engage

in concept design when building software. The work of
customer-facing implementation teams that customize Palan-
tir’s software for customers’ needs might be seen as more
traditional domain-driven design, in which a custom ontol-
ogy is crafted to match the customer’s existing domain.

To recap, domain-driven design and concept design differ
in two primary ways. First, whereas domain-driven design
treats domain elements as discovered, concept design sees
concepts as invented, either in the context of the development
at hand4, or borrowed from previous developments. Second,
concept design encourages modularity of software concepts
and reuse across domains.

9.6 Architecture and Organizational Structure
Flaws in the structure of code have been recognized as
sources of complexity and (what we now call) technical debt
from the earliest days of programming. Coupling between
modules, in particular, leads to knock-on effects, where a
change in one module requires a compensating change to
another, and so on. Much of the history of software engineer-
ing has involved strategies for identifying and reducing cou-
pling. Parnas introduced the idea of representing coupling
between modules as a dependency relation [27] (or equiva-
lently, a graph or matrix [9]), and formulated some principles
of layered structure in terms of dependencies. Conway [6]
suggested that the structure of a system and the organiza-
tion that produced it would mirror each other (since the use
of one module by another requires an agreement over the
4This corresponds closely to the distinction between "using ideas" and
"producing ideas" - taken literally, the set of ideas accessible via domain-
driven design will be bounded by the ideas already present within the
domain [30].

131



Concept-Centric Software Development Onward! ’23, October 25–27, 2023, Cascais, Portugal

interface, and thus communication between developers); this
claim has been explored further and empirically evaluated
[5]. In a related line of work, researchers have identified ar-
chitectural antipatterns in the dependency graph that have
been found to exact heavy costs [23].
But dependencies only capture explicit couplings. In a

seminal paper, Parnas argued that modules should encap-
sulate design secrets [26]. The coding adage “don’t repeat
yourself” (DRY) is a simplified version of this idea. With only
code to analyze, however, it is not easy to identify missed
opportunities for modularization: the coupling between two
pieces of code that do roughly the same thing is implicit,
and cannot be identified without somehow mapping code
elements to problem elements. Consequently, an easy (but
usually bad) tactic to reduce apparent coupling is simply to
replicate functionality.

Conceptual entropy is a kind of violation of DRY at a high
level, in which similar functionality is repeated in differ-
ent parts of an application and across applications, often
in different variants. Eventually, it may be possible to infer
opportunities for concept merging automatically from code
(using LLMs, for example), but for now we believe that the
first step should be making concepts and their relationships
to code and teams explicit, as we have described.

10 Conclusion
Concepts are the underpinnings of any software system
and the focus of many development activities. But they are
often left implicit, and opportunities to simplify and align
products are lost. Our experience suggests that by making
concepts explicit in a shared inventory, product designs can
be improved, siloing can be reduced, and entropic growth in
software complexity can be curbed.

A Concept Evolution Case Studies
Concept Evolution Case 1: Clips. As with all design

work, concepts need to be developed pragmatically—the best
concepts are practical, working solutions to specific prob-
lems. But it’s almost impossible for designers to anticipate
all of the nuanced interactions and experiences that will
surround a concept. As a result, concept clarification is a
common workflow for concept designers.

In 2021, we began developing a genericClip concept to gen-
eralize a number of application-specific concepts: TextSnip-
pet, MapSlide, GraphSnapshot and VideoClip (see Fig. 7).

Inspired by concepts dating back to OpenDoc in the 1990s,
the purpose of clips was to let users embed segments of
a given resource within another derivative resource while
maintaining the linkage between the source and destination.
Focusing on this specific purpose allowed us to generalize
across both static and dynamic clip sources, by coupling an
immutable “snapshot” of the underlying segment that had
been clipped with the “metadata” required to regenerate a

Figure 7. From top to bottom: an example of a TextSnippet,
a MapSlide, and a VideoClip, all of which existed as indepen-
dent concepts prior to the generic Clip concept.

snapshot if the underlying resource changed. This allowed us
to give clip consumers full control of their derivative work—
something that most standard bookmarking and live preview
concepts did not provide. If, for example, the source docu-
ment was deleted, a derived document would still contain a
valid reference.

After initial exploration in 2019, design started in earnest
in January 2021 followed by development in mid-2021. By
late 2021, the new concept had been released, and user feed-
back had started to accumulate. Throughout 2022, we moni-
tored user feedback and started to synthesize it into some
clarifications to the Clip concept.

While the power of the concept was evident, users strug-
gled to understand its version control semantics. In particular,
as we sorted through the feedback, we realized that there
were actually a number of versioning concepts at play—the
version of the clip, the version of the resource that had been
clipped, and the version of the clip that had been embedded
within a document. This became particularly complex in
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Figure 8. The team used themetaphor of an astronomermak-
ing observations through a telescope to explore the Clip con-
cept. Their description of this concept sketch reads:“Imagine
an astronomer whose research project is to use a telescope
to observe some special part of space. Whenever they see
something interesting in that part of space, they record a new
observation by saving what they see and when the image
was captured, what settings they had on the telescope (the
direction it was pointed in, etc).”

the case of nested resources (resources that embedded other
resources). When talking about the version of a clip, these
concepts were being conflated.

To clarify the distinction between these different concepts,
the team created an astronomymetaphor which helped them
work through the different dimensions at play. Using this
metaphor, the team drew a whimsical picture illustrating the
various states that could exist, and how they might relate to
one another (see Fig. 8).

Stepping back from the specific problem helped them think
more abstractly about the concepts and with the help of the
metaphor, the key challenge became much clearer—in some
cases, users wanted to “change the telescope settings” and
take a new picture, while in other cases, users wanted to
record an updated picture with the same settings. In both
cases, users wanted to be able to pivot between live and
snapshotted views of the same region of space.
Using these insights, the team clarified the Clips concept

into a cluster of new, related concepts: ClipDefinition to rep-
resent the clip metadata, and ClipCapture to represent a
static snapshot associated with a specific timestamp. New
versions of a clip could be created by changing either the

clip definition (which would create a new clip capture) or by
manually refreshing the clip capture without changing the
clip definition.
This split also clarified which affordances were available

in a given location - clip captures could be regenerated from
wherever the clip was embedded, whereas updating the clip
definition required opening the clip in its source application.

Concept Evolution Case 2: Entity Resolution. Concepts
evolve over time, in response not only to demands for new
functionality and changes in a system’s operating environ-
ment, but also as designers discover new and better ways to
structure existing functionality. Typically, evolution occurs
not just in a single concept but within a cluster, with several
concepts changing simultaneously. In this section, we give
an example of such an evolution.
In knowledge management systems (such as Palantir’s),

duplicate versions of the same real-world entity can exist for
many valid reasons:

• External systems can have duplicate entries for the
same real-world entity (e.g. two CRM systems with
duplicate customers).

• Data-as-a-service companies may ingest and normal-
ize data from many primary sources into a derived
data asset (e.g. Google Maps Places API).

• Due to syndication, a single system-of-record can be
replicated in multiple forms in downstream systems
(e.g. MLS data ingested into real-estate websites like
Redfin and Zillow).

Entity resolution, sometimes referred to as record linkage,
is the process of combining these overlapping representa-
tions of the same entity to provide a merged view for the end
user. It is a particularly tricky workflow. Poorly-designed
entity resolution concepts can be inscrutable to end users,
produce incorrect aggregations and false negative search
results, and damage performance.

When rebuilding Palantir’s entity resolution system in the
mid-2010s, a critical requirement was solving not only the
problem of resolution but also of unresolution. Often, users
would combine two entities, only for another user to come
along and disagree. Because subsequent edits might have
been made to the combined entity, unresolution exposed a
wide array of subtle path-dependent errors influenced by the
order of events in the system.
The first iterations of our design involved two key con-

cepts. The ObjectContainer concept was used to group prop-
erties together into objects with identities; the name of the
concept reflects the fact that incoming data includes the val-
ues comprising the properties, but not always the objects
themselves. The ResolutionGraph concept was introduced to
track the history of resolutions, with edges between objects
showing when one object was merged with (and replaced
by) another.
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Figure 9. Resolution yields a single “winner” (C1) with all
properties. Other Object Containers (C2) point to the win-
ning Object Container. Property provenance is lost.

In this scheme, resolution involved moving the properties
of one object container to another object container, turning
the former into a kind of tombstone, and recording their
relationships in the resolution graph (see Fig. 9).
While users appreciated the ability to resolve entities to-

gether, the resolution graph concept was poorly received
by users, who found it unintuitive. Since the provenance of
individual properties within an object container was lost, it
was hard to perform unresolution completely reversibly.

Analyzing the concepts, we realized that our ObjectCon-
tainer concept was overloaded—it was serving as both a
grouping of properties, and a grouping for other object con-
tainers. In parallel, the ResolutionGraph concept was attempt-
ing to perform bookkeeping for resolution history that over-
lapped with the role of the object container. In the degenerate
case, where objects had not yet been resolved together, this
was fine—there was no bookkeeping, and the contents of the
object container were all uniform data values.
But as objects were resolved together, the system was

unable to track which data values belonged to which original
objects: data values were moved onto the winning object
container (the root node in the resolution graph), and needed
to be segmented back onto the correct losing object containers
when objects were unresolved.

To solve these problems, we introduced two new con-
cepts: the Atom, which only contained properties, and the
Bag, which aggregated multiple atoms that had been subject
to resolution. Now each concept was aligned more clearly
with its purpose: atoms with structuring data, and bags with
supporting resolution and unresolution. This radically sim-
plified the unresolution process—users just needed to select
which atoms to remove, and the system didn’t need to use
any complex heuristics to decide which data to bring along.
The resolution graph concept was no longer needed; its role
was subsumed by the new Bag concept in combination with
the existing EventLog concept which maintained the history
of events that led to particular bag structures (see Fig. 10).

Figure 10. Resolution results in a single Bag (B1) of Atoms
(A1 and A2). Unresolution is possible because properties
retain their connection to the Atoms from which they came.
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